![161.png](data:image/png;base64,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)LICEO COMPU-MARKET

Catedrático: Erick Gonzalo

Cátedra: Practica Supervisada

Programación

Nombre: Nora Elizabeth Sánchez Oliveros

Grado: 5to Bachillerato en computación

Con orientación científica

Fecha: 21/04/2017

**INDICE**

Contenido

[qué debían calcular. 5](#_Toc480306842)

[Arquitectura de hardware 7](#_Toc480306843)

[Dispositivos de salida 7](#_Toc480306844)

[Dispositivos de almacenamiento. 7](#_Toc480306845)

[Dispositivos de comunicación 8](#_Toc480306846)

[Dispositivo de cómputo: 8](#_Toc480306847)

[Arquitectura de software 9](#_Toc480306848)

[Software: 9](#_Toc480306849)

[Lenguaje de programación: 9](#_Toc480306850)

[Programa: 9](#_Toc480306851)

[Sistema Operativo 9](#_Toc480306852)

[OBJETIVOS 11](#_Toc480306853)

[INTRODUCCIÓN 11](#_Toc480306854)

[ALGORITMOS 11](#_Toc480306855)

[Representación de Algoritmos 14](#_Toc480306856)

[A Diagramas de flujo 15](#_Toc480306857)

[Pseudocódigo 15](#_Toc480306858)

[Teoría de la Programación Estructurada 16](#_Toc480306859)

[Teorema de la estructura. 16](#_Toc480306860)

[OBJETIVO 18](#_Toc480306861)

[INTRODUCCIÓN 19](#_Toc480306862)

[abstracciones o subprogramas llamados procedimientos y funciones. Lo que debe hacer el 23](#_Toc480306863)

[Operadores aritméticos 52](#_Toc480306864)

[LAS VARIABLES NO SE INICIALIZAN 53](#_Toc480306865)

**INTRODUCCION**

Se llama Programación a la implementación de un algoritmo en un determinado lenguaje de programación, para realizar un programa.

Algoritmo es una secuencia no ambigua, finita y ordenada de instrucciones que han de seguirse para resolver un problema.

Programa (Software en inglés) es una secuencia de instrucciones que una computadora puede interpretar y ejecutar.

El proceso de creación de software es materia de la ingeniería del software, una de las ramas propias de la Ingeniería Informática.

Según Niklaus Wirth un programa está formado por algoritmos y estructura de datos.

Se han propuesto diversas técnicas de programación, cuyo objetivo es mejorar tanto el proceso de creación de software como su mantenimiento. Entre ellas se pueden mencionar las programaciones lineal, estructurada, modular y orientada a objetos.

HISTORIA DE LA COMPUTACIÓN

El concepto numérico se considera, generalmente, como anterior al desarrollo de los lenguajes

escritos; los primeros registros del hombre son anotaciones sobre la cantidad de granos,

animales y demás posesiones personales. Con este fin, el hombre empleaba guijarros, palos y/o

marcas en las paredes de las cavernas que habitaba.

El deseo humano de obtener mayor información y mejores comunicaciones, gradualmente fue

dejando atrás estos sencillos instrumentos. El ábaco es considerado como el primer instrumento

elaborado por el hombre para realizar operaciones aritméticas de manera más eficiente. El ábaco

no realiza cálculos de manera autónoma (por si solo), simplemente le permite al hombre

realizarlos de manera más eficiente.

La primera máquina que realizaba cálculos de manera autónoma fue inventada en 1642 por el

gran matemático y filósofo francés Blas Pascal. La máquina de Pascal (en honor a su inventor),

era movida mediante una serie de ruedas dentadas, numeradas del cero al nueve, alrededor de

sus circunferencias y era capaz de sumar y restar en forma directa, mostrando un número a

través de una ventanita y por este hecho tiene la ventaja de evitar tener que contar, como en el

caso del ábaco; además, presenta los resultados en forma más accesible.

En 1671 Gottfried Wilhelm Leibniz le adicionó a la máquina de Pascal un cilindro diseñado

especialmente para que fuera capaz de multiplicar y dividir de manera directa.

A principios del siglo XIX el ingeniero Joseph Marie Jacquard perfeccionó el concepto de tarjeta

perforada, con el cual se podían “programar” las máquinas de tejer para que siguieran un patrón

o diseño. Este concepto fue posteriormente utilizado en las máquinas de cómputo para decirles

qué debían calcular.

¿Qué es la programación?

|  |
| --- |
| Se conoce como programación de computadores a la implementación de un algoritmo en un determinado lenguaje de programación, conformando un programa. Mientras que un algoritmo se ejecuta en una máquina abstracta que no tiene limitaciones de memoria o tiempo, un programa se ejecuta en una máquina real, que sí tiene esas limitaciones. El lenguaje de programación puede ser de alto nivel, medio nivel o bajo nivel, en función del grado de abstracción.  Pero ninguno de estos avances fue antecesor directo de las computadoras electrónicas de hoy.  La verdadera precursora de la computadora fue la máquina llamada “motor de diferencias”,  construida en 1822 por Charles Babbage para calcular algoritmos y tablas astronómicas.  A partir de su trabajo en el motor de diferencias, Babbage diseñó un poderoso instrumento para  el cálculo automático. Tal como lo concibió Babbage, este “motor analítico” estaría impulsado  por vapor, y trabajaría basado en un programa de planeación almacenado en tarjetas  perforadas. Ésta máquina estaba dividida funcionalmente en dos grandes partes: una que  ordenaba y otra que ejecutaba las órdenes. La que ejecutaba las órdenes era una versión muy  ampliada de la máquina de Pascal, mientras que la otra era la parte clave. La innovación  consistía, en que el usuario podía combinando las especificaciones de control, lograr que la  misma máquina ejecutara operaciones complejas, diferentes a las hechas antes. Babbage  concibió una memoria, un procesador aritmético, los medios de ingresar datos y/o instrucciones,  así como una sección de producción que imprimiría los resultados.  Todos estos son los elementos de las computadoras modernas y no se hicieron realidad sino  varias generaciones después de ser propuestos por Babagge. Charles Babbage no pudo  implementar el motor analítico y murió sin saber que realmente funcionaba.  Máquina Diferencial de Charles Babbage  Durante los cien años siguientes, las máquinas activadas por tarjetas perforadas se modificaron,  se mejoraron e hicieron más rápidas, pero aún no podían mantener el ritmo de las crecientes  necesidades humanas de procesamiento de listas de pagos, cuentas, facturas, análisis de  ventas y otros problemas.  En 1937, Howard H. Aiken, un candidato al doctorado en física de Harvard, trabajó en una  máquina que podría resolver automáticamente ecuaciones diferenciales. La *International*  *Business Machines* (I.B.M.), hoy una de las más grandes empresas de esta fase de la industria  norteamericana, ayudó al inventor a crear la “Calculadora Controlada de Secuencia Automática”  conocida como el “Mark I”.  El Mark I era un monstruo de cuatro y media toneladas métricas, con 78 aparatos  independientes vinculados por unos 800 kilómetros de cable. En tres décimas de segundo podía  efectuar sumas y restas de 23 dígitos y en cerca de 6 segundos podía multiplicar números de 23  dígitos. Fue retirado en 1959.  Tanto el Mark I como la Segunda Guerra Mundial, desempeñaron un papel clave en el desarrollo  de las computadoras. El Mark I aportó los ingredientes tecnológicos básicos mientras que la  segunda guerra mundial con sus inmensas demandas de mano de obra y máquinas, creó la  necesidad. El resultado fue el “Integrador y Calculador Numérico Electrónico”, más conocido  como el “ENIAC”.  ENIAC  Terminado en 1946, el ENIAC fue creado para el ejército norteamericano en la escuela Moore de  Ingeniería Eléctrica, de la Universidad de Pennsylvania. Sus creadores fueron un estudiante  graduado, J. Presper Eckert, y un físico, el Dr. John W. Mauchly. Juntos eliminaron la necesidad  de las partes que se movían mecánicamente en la computadora central. En su lugar, adaptaron  circuitos eléctricos de gatillo “flip-flop” y “pulsaciones” electrónicas para conectar o desconectar  tubos al vacío, como interruptores.  Como las interrupciones de este tipo podían hacerse miles de veces más rápido que los aparatos  electro-mecánicos, el ENIAC constituyó un gran inicio hacia el desarrollo de las computadoras  modernas.  El último paso para completar el concepto de la computadora de hoy, fue el desarrollo del  concepto de máquina almacenadora de programas. Este paso se dio a fines de los cuarenta,  después de que el célebre matemático hungaro-norteamericano Dr. John Von Neumann sugirió  que las instrucciones de operación, así como los datos, se almacenaran de la misma manera en  la “memoria” de la computadora. Además, aportó la idea de hacer que la computadora  modificara sus propias instrucciones de acuerdo con un control programado. Las ideas de Von  Newman fueron fundamentales para los desarrollos posteriores y se le considera el padre de las  computadoras. Desde entonces, se ha tratado de modificar, mejorar y apresurar estos  conceptos, en fin, de hacer computadoras cada vez más eficientes.  4  Computador electrónico – IBM 360  Existen básicamente dos tipos básicos de computadoras: las análogas y las digitales. También  existen sistemas llamados híbridos que emplean elementos tanto análogos como digitales.  Los fenómenos que se comportan en forma continua reciben el nombre de analógico por  ejemplo: la altura de una columna de mercurio en un termómetro clínico, puede variar entre las  marcas de treinta y cuarenta y cinco grados y en todo momento puede estar en cualquier punto  intermedio de la escala, lo mismo ocurre con un voltaje eléctrico o la rotación angular de un eje.  En una computadora análoga los números están representados por cantidades físicas  continuamente variables como las anteriores. Tales máquinas tienen aplicaciones físicas e  industriales que representan procesos físicos que ocurren con el paso del tiempo.  Existe otro tipo de fenómenos ejemplo: si se averigua la cantidad de ventanas de un edificio se  llegará a la conclusión de que son un número exacto como 90 y que no puede haber 90 y  media. Estos fenómenos reciben el nombre de digitales porque dan la idea de que se pueden  cuantificar con los dedos de la mano. La computadora digital opera con números representados  directamente en forma “digital”. Tales computadoras son las más extensamente usadas y  pueden aplicarse en todos los campos que requieren operaciones aritméticas y manejo de  información  ESTRUCTURA DE UN COMPUTADOR  Un **COMPUTADOR** es una máquina que realiza cálculos de manera automática. Se divide  fundamentalmente en dos partes: el hardware y el software. El **HARDWARE** es la parte física de  un computador, es decir, la parte que realiza los cálculos. El **SOFTWARE** es la parte lógica del  computador, es decir, la parte que le dice al hardware qué hacer. Usando una metáfora se puede  decir que: *“Un computador es como un ser humano: el hardware es el cuerpo y el software es*  *la mente”* Arquitectura de hardware Un computador desde la perspectiva del hardware, está constituido por una serie de dispositivos  cada uno con un conjunto de tareas definidas. Los dispositivos de un computador se dividen  según la tarea que realizan en: dispositivos de entrada, dispositivos de salida, dispositivos de  comunicaciones, dispositivos de almacenamiento y dispositivo de cómputo.  7  **Arquitectura de Hardware**  **Dispositivos de entrada:** Son aquellos que permiten el ingreso de datos a un computador.  Entre estos se cuentan: teclados, ratones, scaners, micrófonos, cámaras fotográficas, cámaras  de video, controles de juegos, lápices ópticos, y guantes de realidad virtual.  Dispositivos de salida**.** Son aquellos que permiten mostrar información almacenada o  procesada por el computador. Entre otros están: las pantallas de video, impresoras, audífonos,  plotters, guantes de realidad virtual, gafas y cascos virtuales.  Dispositivos de almacenamiento.Son aquellos en los cuales el computador puede guardar  información y de los cuales puede obtener información previamente almacenada. Entre otros  están los discos flexibles, discos duros, unidades de cinta, CD-ROM, CD-ROM de re-escritura y  DVD.  8  Dispositivos de comunicación**:** Son aquellos que le permiten a un computador comunicarse  con otros. Entre estos se cuentan los modems y tarjetas de red.  Dispositivo de cómputo:Es la parte del computador que realiza todos los cálculos y tiene el  control sobre los demás dispositivos. Está formado por tres elementos fundamentales: la unidad  central de proceso, la memoria y el bus de datos y direcciones.  Diagrama esquemático del dispositivo de computo  La **unidad central de proceso (UCP)1:** es el ‘cerebro’ del computador, está encargada de  realizar todos los cálculos, utilizando para ello la información almacenada en la memoria y de  controlar los demás dispositivos, procesando las entradas y salidas provenientes y/o enviadas a  los mismos. Mediante el bus de datos y direcciones, la UCP se comunica con los diferentes  dispositivos enviando y obteniendo tales entradas y salidas.  Para realizar su tarea la unidad central de proceso dispone de una unidad aritmético lógica, una  unidad de control, un grupo de registros y opcionalmente una memoria caché para datos y  direcciones.  La ***unidad aritmético lógica (UAL)***2 es la encargada de realizar las operaciones aritméticas y  lógicas requeridas por el programa en ejecución, la ***unidad de control*** es la encargada de  determinar las operaciones e instrucciones que se deben realizar, el ***grupo de registros*** es  donde se almacenan tanto datos como direcciones necesarias para realizar las operaciones  requeridas por el programa en ejecución y la *memoria caché* se encarga de mantener  direcciones y datos intensamente usados por el programa en ejecución.  1 La unidad central de proceso es más conocida como CPU por sus siglas en inglés Central Process Unit.  2 La unidad aritmético lógica es más conocida como ALU por sus siglas en inglés Arithmetic Logic Unit.  9  **Unidad Central de Proceso.**  La **memoria** está encargada de almacenar toda la información que el computador está usando,  es decir, la información que es accedida (almacenada y/o recuperada) por la UCP y por los  dispositivos.  La unidad de medida de memoria es el byte, constituido por 8 bits (ceros o unos). Cada byte  tiene asignada una dirección de memoria, para poder ser accedida por la UCP. Para la  interpretación de la información que está en memoria, como datos o comandos o instrucciones,  se utilizan códigos que la UCP interpreta para llevar a cabo las acciones deseadas por el  usuario.  Existen diferentes tipos de memoria, entre las cuales se encuentran las siguientes:  •• **RAM** (Random Access Memory): Memoria de escritura y lectura, es la memoria principal del  computador. El contenido solo se mantiene mientras el computador está encendido.  •• **ROM** (Read Only Memory): Memoria de solo lectura, es permanente y no se afecta por el  encendido o apagado del computador. Generalmente almacena las instrucciones que le  permiten al computador iniciarse y cargar (poner en memoria RAM) el sistema operativo.  •• **Caché**: Memoria de acceso muy rápido, usada como puente entre la UCP y la memoria RAM,  para evitar las demoras en la consulta de la memoria RAM.  El **bus de datos y direcciones** permite la comunicación entre los elementos del computador.  Por el bus de datos viajan tanto las instrucciones como los datos de un programa y por el bus de  direcciones viajan tanto las direcciones de las posiciones de memoria donde están instrucciones  y datos, como las direcciones lógicas asignadas a los dispositivos. Arquitectura de software Un computador desde la perspectiva del software, está constituido por:  • Un sistema operativo.  • Un conjunto de lenguajes a diferente nivel con los cuales se comunica con el usuario y con  sus dispositivos. Entre estos están los lenguajes de máquina, los ensambladores y los de  alto nivel.  • Un conjunto de aplicaciones de software.  • Un conjunto de herramientas de software.  10  Software:Es un conjunto de instrucciones que le dicen al hardware que hacer. El hardware por  si solo no puede hacer nada.  Lenguaje de programación:  Es un conjunto de reglas y estándares que es utilizado para  escribir programas de computador (software), que puedan ser entendidos por él.  Programa:Es la representación de algún software en un lenguaje de programación específico. Sistema Operativo Es el software encargado de administrar los recursos del sistema. Adicionalmente, ofrece un  conjunto de comandos para interactuar con la máquina.  Los sistemas operativos pueden ser escritos en lenguaje de alto nivel (UNIX fue escrito en C), en  lenguaje ensamblador y/o en lenguaje máquina. Algunos de los sistemas operativos más  conocidos son DOS, UNIX, LINUX y las distintas versiones de Microsoft Windows.  ***Lenguajes a diferente nivel***  ***Lenguaje de Máquina***  Es el único lenguaje que entiende el hardware (máquina) y usa exclusivamente el sistema  binario (ceros y unos). Este lenguaje es específico para cada hardware (procesador, dispositivos,  etc.).  El programa (tanto códigos de instrucción como datos) es almacenado en memoria. La  estructura de una instrucción en lenguaje máquina es la siguiente:  Lenguaje de máquina  Es un lenguaje que usa mnemónicos (palabras cortas escritas con caracteres alfanuméricos),  para codificar las operaciones. Los datos y/o direcciones son codificados generalmente como  números en un sistema hexadecimal. Generalmente es específico (aunque no único) para cada  lenguaje de máquina. La estructura de una instrucción en este lenguaje es la siguiente:  Un **ENSAMBLADOR** es un software, generalmente escrito en lenguaje de máquina, que es  capaz de traducir de lenguaje ensamblador a lenguaje de máquina.  11  **Lenguaje Ensamblador.**  ***Lenguaje de Alto Nivel***  Es un lenguaje basado en una estructura gramatical para codificar estructuras de control y/o  instrucciones. Cuenta con un conjunto de palabras reservadas (escritas en lenguaje natural).  Estos lenguajes permiten el uso de símbolos aritméticos y relacionales para describir cálculos  matemáticos, y generalmente representan las cantidades numéricas mediante sistema decimal.  Gracias a su estructura gramatical, estos lenguajes permiten al programador olvidar el  direccionamiento de memoria (donde cargar datos y/o instrucciones en la memoria), ya que este  se realiza mediante el uso de conceptos como el de variable.  Los **COMPILADORES** e I**NTERPRETES** son software capaz de traducir de un lenguaje de alto  nivel al lenguaje ensamblador específico de una máquina. Los primeros toman todo el programa  en lenguaje de alto nivel, lo pasan a lenguaje ensamblador y luego lo ejecutan. Los últimos  toman instrucción por instrucción, la traducen y la van ejecutando.  **Lenguaje de Alto Nivel.**  *1.3.2.3.* ***Aplicaciones***  Una **APLICACION** es un software construido para que el computador realice una tarea  específica y con el cual no se puede construir otro software. Ejemplos de aplicaciones son los  procesadores de texto como *Microsoft Word* y *Word Perfect* y las hojas electrónicas de cálculo  como *Microsoft Excel* y *Lotus*.  *1.3.2.4.* ***Herramientas***  Una **HERRAMIENTA** es un software construido especialmente para el desarrollo de nuevo  software, (tanto de aplicaciones como de herramientas). Ejemplos de herramientas son los  compiladores como Turbo C, Turbo Pascal y Dev C++, las herramientas CASE y los ambientes  integrados de desarrollo.  12  Arquitectura de Software Completa.  **RESUMEN.**  Las computadoras son un avance de los sencillos utensilios que el nombre uso para contar a  principios de su historia.  El ábaco fué el primer calculador digital.  La máquina de Pascal inventada en 1642 fue la primera máquina calculadora.  La verdadera precursora de las computadoras electrónicas fue el “Motor de Diferencias”  construida en 1922 por Charles Babbage.  En 1937 la IBM ayudó a Howard Aiken a crear el Mark I.  El Mark I y la Segunda Guerra Mundial desempeñaron papeles claves en el desarrollo de las  computadoras norteamericanas.  El resultado fue el Eniac terminado en 1946 creado por un estudiante graduado Prespert Eckert  y el físico John Mauchly.  Afines de los años 40 John Von Nuemann concibió la idea de que en la memoria coexistan datos  con instrucciones. Alrededor de este concepto y el de control programado gira toda la evolución  posterior de la industria de las computadoras.  Existen computadoras analógicas y digitales. Son computadoras digitales aquellas que manejan  la información de manera discreta y son analógicas las que trabajan por medio de funciones  continuas, generalmente representación de señales eléctricas.  El computador está constituido por Hardware y Software. El hardware es la parte física y el  software la parte lógica.  Los componentes del hardware son: dispositivos de entrada, dispositivos de salida, dispositivos  de almacenamiento, dispositivos de comunicación y dispositivo de cómputo (Unidad central de  proceso, memoria, bus de datos y direcciones).  Desde la perspectiva de software el computador está constituido por: sistema operativo,  conjunto de lenguajes a diferente nivel (lenguajes de máquina, ensambladores y alto nivel),  aplicaciones y herramientas.  NTRODUCCIÓN A LOS ALGORITMOS OBJETIVOS Presentar una definición informal del concepto de algoritmo que será adoptada para el resto del  texto. Igualmente, clarificar los tipos de problemas que pueden ser resueltos de manera  algorítmica, y ejemplificar el trabajo que implica resolver un problema mediante un programa de  computador. Los ejercicios del final del capítulo ofrecen una oportunidad para que el estudiante  consolide estos conceptos y se ejercite en relacionar la información dada en el enunciado de un  problema, con la información desconocida.  También, se presentan los elementos básicos de los dos principales formalismos que serán  utilizados para especificar algoritmos que se quieren ejecutar en un computador: el  pseudocódigo y los diagramas de flujo. INTRODUCCIÓN Diariamente el ser humano trata de darle solución a cada problema que se le presenta, o de  mejorar las soluciones disponibles. Para algunos problemas fundamentales ha encontrado  soluciones brillantes que consisten en una serie de acciones, que siempre que se realicen de  manera ordenada y precisa conducen a la respuesta correcta. Algunas de esas soluciones han  requerido el trabajo, la inteligencia y la persistencia de muchas generaciones. Hoy la sociedad  cuenta con ese legado de soluciones, además de las máquinas capaces de ejecutarlas precisa y  velozmente. Esas máquinas maravillosas, de las cuales trata el capítulo 1, son los  computadores. ALGORITMOS La palabra algoritmo se deriva de **Al-khôwarizmi**, un matemático y astrónomo del siglo IX  quien al escribir un tratado sobre manipulación de números y ecuaciones, el ***Kitab al-jabr***  ***w’almugabala***, usó en gran medida la noción de lo que se conoce hoy como algoritmo.  Un ALGORITMO es una secuencia finita ‘bien definida’ de tareas ‘bien definidas’, cada una de las  cuales se puede realizar con una cantidad finita de recursos. Se dice que una tarea esta ‘bien  definida’, si se saben de manera precisa las acciones requeridas para su realización. Aunque los  recursos que debe utilizar cada tarea deben ser finitos estos no están limitados, es decir, si una  tarea bien definida requiere una cantidad inmensa (pero finita) de algún recurso para su  realización, dicha tarea puede formar parte de un algoritmo. Además, se dice que una secuencia  de tareas está ‘bien definida’ si se sabe el orden exacto en que deben ejecutarse.  A lo largo de este libro, se considerará solo esta definición informal de algoritmo. En  matemáticas se usa una definición formal que está fuera del alcance de este texto.  EJECUTAR un algoritmo consiste en realizar las tareas o instrucciones que lo conforman, en el  orden especificado y utilizando los recursos disponibles. Hoy se cuenta con máquinas que  realizan esta labor, pero se requiere que los algoritmos que ejecutan se escriban en un lenguaje  especial. Usar esos lenguajes especiales para especificar algoritmos se llama programación de  computadores.  ***Características de un algoritmo***  Las características que debe poseer una secuencia de tareas para considerarse algoritmo son:  precisión, de finitud y finitud.  14  Precisión De finitud o Determinismo Finitud  Hay un orden preciso en el cual  deben ejecutarse las tareas que  conforman el algoritmo.  Todas las veces que se realicen  las tareas o pasos de un  algoritmo, con las mismas  condiciones iniciales, se deben  obtener resultados idénticos.  El algoritmo debe terminar en  algún momento y debe usar una  cantidad finita de recursos.  ***Estructura básica de un algoritmo***  En esencia un algoritmo está constituido por los siguientes tres elementos:  Datos Instrucciones Estructuras de control  Para almacenar información:  datos de entrada, de salida o  intermedios.  Las acciones o procesos que  el algoritmo realiza sobre los  datos.  Las que determinan el orden en que se  ejecutarán las instrucciones del  algoritmo.  En el capítulo siguiente se presentan de manera completa los conceptos de dato e instrucción, y  en el capítulo cuatro se describe el concepto de estructura de control.  ***Ejemplos de algoritmos***  Enseguida se dan varios ejemplos de algoritmos, algunos de los cuales no son susceptibles de  ejecutarse por medio de un computador; en cambio, son más bien recetas que se usan para  resolver problemas cotidianos.  ***PROBLEMA UNO:*** Un estudiante se encuentra en su casa (durmiendo) y debe ir a la universidad  (a tomar la clase de programación!), ¿qué debe hacer?  **ALGORITMO:**  **Inicio**  **PASO 1.** Dormir  **PASO 2. Hacer** 1 **hasta** que suene el despertador (o lo llame la mamá).  **PASO 3.** Mirar la hora.  **PASO 4.** ¿Hay tiempo suficiente?  **PASO 4.1. Si** hay, **entonces**  **PASO 4.1.1.** Bañarse.  **PASO 4.1.2.** Vestirse.  **PASO 4.1.3.** Desayunar.  **PASO 4.2. Sino,**  **PASO 4.2.1.** Vestirse.  **PASO 5.** Cepillarse los dientes.  **PASO 6.** Despedirse de la mamá y el papá.  **PASO 7.** ¿Hay tiempo suficiente?  **PASO 7.1. Si** hay, **entonces**  **PASO 7.1.1.** Caminar al paradero.  **PASO 7.2. Sino**, Correr al paradero.  **PASO 8. Hasta** que pase un bus para la universidad **hacer**:  **PASO 8.1.** Esperar el bus  **PASO 8.2.** Ver a las demás personas que esperan un bus.  **PASO 9.** Tomar el bus.  **PASO 10. Mientras** no llegue a la universidad **hacer**:  **PASO 10.1.** Seguir en el bus.  **PASO 10.2.** Pelear mentalmente con el conductor.  **PASO 11.** Timbrar.  **PASO 12.** Bajarse.  **PASO 13.** Entrar a la universidad.  **Fin**  15  ***PROBLEMA DOS:*** Sean *P=(a,b)* y *Q=(c,d)* los puntos extremos de un segmento de recta.  Encontrar un segmento de recta perpendicular al anterior, que pase por su punto medio.  **ALGORITMO:**  **Inicio**  **PASO 1.** Trazar un círculo con centro en el punto P que pase por el punto Q.  **PASO 2.** Trazar un círculo con centro en el punto Q que pase por el punto P.  **PASO 3.** Trazar un segmento de recta entre los puntos de intersección de las circunferencias  trazadas en los pasos 1 y 2.  **Fin.** El segmento de recta trazada es el buscado.  16  ***PROBLEMA TRES:*** Realizar la suma de dos números enteros positivos.  **ALGORITMO:**  **Inicio**  **PASO 1.** En una hoja de papel, escribir los números el primero arriba del segundo, de tal manera que las  unidades, decenas, centenas, etc., de los números queden alineadas. Trazar una línea debajo del segundo  número.  **PASO 2.** Empezar por la columna más a la derecha.  **PASO 3.** Sumar los dígitos de dicha columna.  **PASO 4.** Si la suma es mayor a 9 anotar el número que corresponde a las decenas encima de la siguiente  columna a la izquierda y anotar debajo de la línea las unidades de la suma. Si no es mayor anotar la suma debajo  de la línea.  **PASO 5.** Si hay más columnas a la izquierda, pasar a la siguiente columna a la izquierda y volver a 3.  **PASO 6.** El número debajo de la línea es la solución.  **Fin**  ***PROBLEMA CUATRO:*** Cambiar la rueda pinchada de un automóvil teniendo un gato mecánico  en buen estado, una rueda de reemplazo y una llave inglesa.  **ALGORITMO:**  **Inicio**  **PASO 1.** Aflojar los tornillos de la rueda pinchada con la llave inglesa.  **PASO 2.** Ubicar el gato mecánico en su sitio.  **PASO 3.** Levantar el gato hasta que la rueda pinchada pueda girar libremente.  **PASO 4.** Quitar los tornillos y la rueda pinchada.  **PASO 5.** Poner rueda de repuesto y los tornillos.  **PASO 6**. Bajar el gato hasta que se pueda liberar.  **PASO 7.** Sacar el gato de su sitio.  **PASO 8.** Apretar los tornillos con la llave inglesa.  **Fin**  ***PROBLEMA CINCO:*** Encontrar los números primos entre 1 y 50.  **ALGORITMO:**  **Inicio**  **PASO 1.** Escribir los números de 1 al 50  **PASO 2.** Tachar el número 1 ya que no es primo.  **PASO 3.** Para k entre 2 y el entero más cercano por debajo de la raíz cuadrada de 50, si  el número k no esta tachado, tachar los múltiplos del número k, sin tachar el número k.  **PASO 4.** Los números que no se tacharon son los números primos entre 1 y 50.  **Fin**  17 Representación de Algoritmos Cuando se quiere que un computador ejecute un algoritmo es indispensable, por lo menos hasta  hoy, representar ese algoritmo mediante algún formalismo. Las técnicas utilizadas más  comúnmente para la representación de algoritmos son: A Diagramas de flujo Se basan en la utilización de diversos símbolos geométricos para representar operaciones  específicas. Se les llama diagramas de flujo porque los símbolos utilizados se conectan por  medio de flechas para indicar la secuencia que sigue la ejecución de las operaciones.  En la sección de Programación Estructurada se explica la forma de construir diagramas de flujo  utilizando esta técnica. Pseudocódigo Es un lenguaje de especificación de algoritmos. Tiene asociado un léxico (conjunto de palabras),  una sintaxis (reglas gramaticales) y una semántica precisa (significado), de manera análoga a  un lenguaje natural como el castellano. El uso de tal lenguaje hace relativamente fácil el paso de  codificación final del algoritmo (esto es, la traducción a un lenguaje de programación).  La ventaja del pseudocódigo es que le permite al programador concentrarse en la lógica y en las  estructuras de control del algoritmo que quiere diseñar, sin preocuparse de las reglas de un  lenguaje específico de programación, que normalmente incluyen infinidad de detalles. Es  también fácil modificar el pseudocódigo si se descubren errores o anomalías en la lógica del  programa; además de lo anterior, es fácil su traducción a lenguajes de programación como  *Pascal*, *C, Java* o *Basic*.  El pseudocódigo utiliza palabras reservadas (similares a sus homónimos en los lenguajes de  programación) para representar las acciones y estructuras de control, tales como *inicio*, *fin*, *sientonces-*  *sino*, *mientras*, etc.  El formato general de un algoritmo expresado mediante pseudocódigo es el siguiente:  [<definición de registros o tipos de datos>]  [**constantes** <declaración constantes>]  [**variables** <declaración variables globales del programador>]  [<definición de funciones y procedimientos>]  **procedimiento principal()**  [**constantes** <declaración constantes>]  [**variables** <declaración variables>]  **inicio**  /\*bloque de instrucciones\*/  **fin\_procedimiento**  Los detalles completos de este formato no son importantes a esta altura del libro y cada uno de  ellos será cubierto adecuadamente en próximos capítulos. Por ahora basta con saber que en las  primeras secciones se definen las constantes y variables que se usan dentro del algoritmo;  posteriormente se especifican algunos procedimientos y funciones; y finalmente, se escriben las  instrucciones que conforman el algoritmo principal.  También conviene mencionar que la información que se manipula dentro de un algoritmo se  agrupa en conjuntos llamados TIPOS. Hay unos tipos predefinidos en el pseudocódigo: **entero**  (conjunto de valores enteros), **real** (conjunto de valores reales), **caracter** (conjunto de  18  símbolos representables en el computador) y **booleano** (los dos valores lógicos: falso y  verdadero).  PROGRAMACIÓN ESTRUCTURADA  La programación estructurada es un estilo de programación de los años sesentas en el cual, la  estructura de un algoritmo se hace tan clara como sea posible utilizando tres formas de  organizar sus instrucciones:  1. Secuencia  2. Selección  3. Iteración  Estos tres tipos de estructuras de control pueden combinarse para producir programas de  computador tan complejos y largos como se quiera.  La lógica y propósito de un algoritmo estructurado puede comprenderse al leerlo de arriba hacia  abajo. Esto facilita que el creador de un programa lo comparta con otros programadores, lo dé a  conocer, o delegue en otros la labor de modificarlo.  Un programa (o algoritmo) estructurado tiene segmentos o componentes claramente definidos.  Además, en cada componente está explícito un punto de inicio o entrada, y un punto de  finalización o salida. Tal segmento de denomina un ***programa propio***. Teoría de la Programación EstructuradaTeorema de la estructura. Cualquier programa propio se puede escribir usando solamente las tres estructuras de control:  secuencia, selección e iteración.  Un programa propio contempla dos propiedades básicas:  1. Tiene exactamente un punto de entrada y uno de salida  2. Entre el punto de entrada y el de salida hay trayectorias que conducen a cada parte del  programa; esto significa que no existen grupos de instrucciones que se ejecuten  indefinidamente, ni instrucciones que jamás se vayan a ejecutar.  Las tres estructuras de control se ilustran a continuación.  *Secuencia*: Las instrucciones del programa se ejecutan en el orden en el cual ellas aparecen en  el texto del programa como se indica en el siguiente diagrama:  A B A B  A y B pueden ser instrucciones básicas o compuestas. A y B deben ser ambos programas propios  en el sentido ya definido de entrada y salida. La combinación de A y B es también un programa  propio y que tiene también una entrada y una salida.  22  *Selección*: permite escoger entre dos grupos de instrucciones, de acuerdo a la evaluación de una  condición o predicado lógico. Se conoce como estructura SI–ENTONCES–SINO. En el siguiente  diagrama, P representa un predicado y, A y B representan grupos de instrucciones. Debe ser  claro que si P es falso, se realiza el conjunto de instrucciones B; de lo contrario se realiza A. Las  flechas horizontales de más a la izquierda y de más a la derecha representan los puntos de  entrada y salida, respectivamente.  A  V  P  F  B  *Iteración*: Esta forma de control permite repetir varias veces una instrucción o conjunto de  instrucciones hasta cuando deje de cumplirse una condición (predicado lógico).  Se conoce como la estructura HACER – MIENTRAS. En el siguiente diagrama, P representa un  predicado y A representa un grupo de instrucciones. Debe ser claro que siempre que P sea  verdadero, se realiza el conjunto de instrucciones A; de lo contrario se termina la iteración. Las  flechas horizontales de más a la izquierda y de más a la derecha representan los puntos de  entrada y salida, respectivamente.  A  V  F  P  Algunos de los símbolos utilizados en las estructuras para conformar los diagramas de flujo son:  Representa el inicio y el fin de un programa  Entrada de datos(lectura)  Salida de datos (impresión)  Proceso (cualquier tipo de operación)  23  Indicador de dirección o flujo  ***Ejercicios de Problemas***  Para los siguientes problemas, determine las variables conocidas, desconocidas, las condiciones  y el tipo de problema. Para aquellos problemas algorítmicos desarrollar adicionalmente un  algoritmo que permita encontrar una solución.  1. Se tienen dos jarras (*A* y *B*) de capacidades 3 y 7 litros respectivamente, sobre las cuales se  pueden efectuar las siguientes acciones: Llenar totalmente cualquiera de las dos jarras, vaciar  una de las dos jarras en la otra hasta que la jarra origen este vacía o hasta que la jarra destino  este llena y vaciar el contenido de una jarra (este llena o no) en un sifón. ¿Cómo se puede dejar  en la jarra A un solo litro utilizando solamente las anteriores acciones?  2. Es cierta o no es cierta la siguiente frase: “Esta frase no es cierta”.  3. Si Juan tiene el doble de la edad de Pedro y la suma de las edades de los dos es 33 años,  ¿Cuántos años tiene Juan y cuántos tiene Pedro?  4. ¿Qué figura se forma al unir los puntos marcados con números consecutivos con una línea?  5. Calcular de manera exacta el número de átomos del universo.  6. Calcular el costo de una serie de productos comprados en el supermercado.  7. Determinar quien es el mejor jugador de fútbol de toda la historia.  8. Construir un barco de papel.  **2.6.2. *Ejercicios de algoritmos***  Para los siguientes problemas construir un algoritmo que los solucione.  ***EJERCICIO UNO:*** Buscar en el directorio telefónico, el número de:  a. José González Pérez  b. Pedro Gómez Bernal.  c. Escribir un algoritmo que sirva para buscar a cualquier persona.  ***EJERCICIO DOS:*** Calcular el número de días entre las fechas:  a. Enero 17 de 1972 y Julio 20 de 1973  b. Febrero 2 de 1948 y Agosto 11 de 1966  24  c. Escribir un algoritmo que sirva para calcular la cantidad de días entre dos fechas  cualesquiera.  ***EJERCICIO TRES:*** Solicitar en préstamo algún libro de una biblioteca.  ***EJERCICIO CUATRO:*** Hacer una caja de cartón con tapa de:  a. 20 cm de largo, por 10 cm de ancho y 5 cm de alto.  b. 10 cm de largo, por 30 cm de ancho y 15 cm de alto.  c. Escribir un algoritmo que sirva para construir una caja de cartón con tapa de  cualquier tamaño.  ***EJERCICIO CINCO:*** Construir un avión de papel.  ***EJERCICIO SEIS:*** Calcular manualmente la división de cualquier par de números naturales. El  resultado también debe ser un número natural. Escribir un algoritmo para calcular el residuo de  la división.  ***EJERCICIO SIETE:*** Un juego muy famoso entre dos niños es el de *adivina mi número*, el cual  consiste en que cada niño trata de adivinar el número pensado por el otro niño. Dicho número  generalmente está entre 1 y 100. Las reglas del juego son las siguientes:  a. Cada niño posee un turno en el que trata de averiguar el número del otro.  b. En su turno el primer niño pregunta si un número que dice es el pensado por el  segundo.  c. Si el número que ha dicho el primer niño es el que pensó el segundo, este último  debe informarle al primero que ganó.  d. Si el número no es el segundo niño debe decir si su número pensado es menor o  mayor al que el primer niño dijo.  e. Luego el segundo niño tiene su turno y de esta manera se van intercalando hasta  que alguno de los dos gane. Desarrollar un algoritmo para jugar adivina mi número.  ***EJERCICIO OCHO:*** Una balanza se encuentra en equilibrio cuando el producto de la carga  aplicada sobre el brazo derecho por la longitud de este brazo, es igual al producto de la carga  aplicada sobre el brazo izquierdo por la longitud de este otro brazo. Determinar si la balanza se  encuentra en equilibrio si:  a. La longitud del brazo izquierdo es 3 m, la del derecho es 2 m, la carga aplicada al  brazo izquierdo es 5 Kg y la carga aplicada al derecho es 7 Kg.  b. La longitud del brazo izquierdo es 4 m, la del derecho es 2 m, la carga aplicada al  brazo izquierdo es 4 Kg y la carga aplicada al derecho es 4 Kg.  c. Desarrollar un algoritmo que sirva para cualquier conjunto de valores para las  longitudes de los brazos y las cargas aplicadas.  ***EJERCICIO NUEVE*:** Pasar un número entero positivo de base a diez a binario. Hacer también  un algoritmo que haga la transformación contraria.  25  METODOLOGÍA DE SOLUCIÓN DE PROBLEMAS CON EL COMPUTADOR OBJETIVO El objetivo de este capítulo es : lograr que el lector entienda cuál es la metodología que se usará  en la solución de los problemas. Para esto, se explica primero cuáles son los pasos de la  metodología, y luego se describen algunos ejemplos de su aplicación a pequeños problemas de  programación. INTRODUCCIÓN A través del tiempo, y mediante la práctica constante, se ha desarrollado en ingeniería un  conjunto muy amplio de métodos o formas estructuradas de proceder ante ciertas clases de  problemas que se presentan con frecuencia. Este conjunto de métodos disponibles para afrontar  un problema se llama metodología.  En ingeniería de sistemas se han venido depurando varias metodologías para programar  computadores de manera adecuada y efectiva. Estas metodologías no se deben suponer como  fórmulas mágicas, sino más bien como formas de proceder que, seguidas con disciplina,  conducen a buenos resultados, en la mayoría de los casos. Programar sin metodología se  traduce en invertir mucho más tiempo del necesario, en sufrir muchos dolores de cabeza y muy  seguramente, en obtener resultados de baja calidad.  El desarrollo de un programa que resuelva un problema es generalmente un reto intelectual  importante. Desde hace más o menos 50 años se están haciendo programas para resolver  problemas de diversa índole. Este ejercicio continuado y prolífico ha dado lugar a la formulación  de *metodologías de programación*. En este libro se sigue una metodología sencilla que se espera  que el estudiante adopte como forma de proceder para afrontar la mayoría de los problemas de  programación a que se enfrente.  Esta metodología es un conjunto o sistema de métodos, principios y reglas que permiten  enfrentar de manera sistemática el desarrollo de un programa que resuelva un problema  algorítmico. Esta metodología se estructura como una secuencia de pasos que parten de la  definición del problema y culminan con un programa que lo resuelve.  A continuación se presentan de manera general los pasos de una metodología:  Análisis del problema Con la cual se busca comprender totalmente el problema a resolver.  Especificación del problema  Con la cual se establece de manera precisa cuáles son los datos de  entrada, los de salida y qué condiciones debe cumplir cada uno de ellos.  Diseño del algoritmo  En esta etapa se construye un algoritmo que cumpla con la especificación  formulada en el paso anterior  Problema  Metodología  Programa  26  Prueba del algoritmo y  refinamiento  Consiste en comprobar experimentalmente que el algoritmo funciona bien y  corregir los posibles errores que se detecten.  Codificación Se traduce el algoritmo a un lenguaje de programación.  Prueba y Verificación  Se realizan pruebas del programa implementado para determinar su  efectividad en la resolución del problema.  NOTA: LOS EJEMPLOS INCLUIDOS EN ESTA SECCIÓN EN PSEUDICÓDIGO SON SOLO PARA ILUSTRAR LA  METODOLOGÍA, NO SE ESPERA QUE EL ESTUDIANTE LOS COMPRENDA  ANÁLISIS DEL PROBLEMA  Es una perogrullada, pero hay que decirla: **antes de poder dar solución adecuada a un**  **problema hay que entenderlo completamente**. En el primer paso de la metodología el  programador debe alcanzar claridad acerca de lo que le están pidiendo resolver. Concretamente,  debe determinar de manera clara y concisa lo siguiente:  1. *Los objetos, datos conocidos o datos de entrada*. Aquellos elementos de información  total o parcial que se encuentran en el enunciado del problema, y que son útiles en la  búsqueda de los objetos desconocidos.  2. *Los objetos, datos desconocidos o datos de salida*. Aquellos datos que el algoritmo debe  entregar como solución, al final de su ejecución.  3. *Las condiciones*. De una parte están las condiciones que deben cumplir los datos de  entrada. De otra parte están las propiedades que deberán cumplir los datos de salida,  que son normalmente relaciones con los datos de entrada. Estas relaciones establecen  una dependencia de los datos de entrada.  Ejemplo. Sean los puntos *P=(a,b)* y *Q=(c,d)* que definen una recta, encontrar un segmento de  recta perpendicular a la anterior que pase por el punto medio de los puntos dados.  OBJETOS CONOCIDOS Los puntos *P* y *Q*.  OBJETOS DESCONOCIDOS Un segmento de recta  CONDICIONES  Los puntos P y Q son diferentes  El segmento de recta pedido debe pasar por el punto medio entre *P* y *Q*, y  debe ser perpendicular a la recta trazada entre *P* y *Q*.  ESPECIFICACION DEL PROBLEMA  Después de entender totalmente el problema a resolver (lo cual se consigue con la etapa de  análisis), se debe realizar su especificación que corresponde a una formalización del análisis. La  especificación de un problema se hace mediante una descripción clara y precisa de:  1. Las entradas que recibirá el algoritmo pedido. Las entradas corresponden a los objetos  conocidos. Se debe indicar la descripción, cantidad y tipo de las mismas.  2. Las salidas que el algoritmo pedido proporcionará. Las salidas corresponden a los objetos  desconocidos del problema. Se debe indicar la cantidad, descripción y tipo de las  mismas.  3. La dependencia que mantendrán las salidas obtenidas con las entradas recibidas. Por  una parte, se debe hacer claridad sobre las condiciones o propiedades que deben cumplir  los datos de entrada. De otro lado, se describe claramente como dependen las salidas de  las entradas.  Esta descripción puede estar acompañada de un diagrama de caja negra como el de la siguiente  figura. En ella, a cada entrada y salida se le pone un nombre adecuado y el algoritmo pedido se  27  representa con una caja, para indicar que no se conoce, por ahora, nada acerca de su estructura  interna.  Ejemplo 1. Construir un algoritmo que calcule el promedio de 4 notas.  ESPECIFICACION:  Entradas N1,N2,N3,N4 (notas parciales) de tipo Real.  Salidas Final (nota final) de tipo Real.  Condiciones  N1,N2,N3,N4 deben ser números que corresponden a notas válidas  DIAGRAMA DE CAJA NEGRA:  **Ejemplo 2.** Construir un algoritmo que determine el mayor de tres números enteros dados.  ESPECIFICACIÓN:  Entradas A,B y C. Tres números de tipo Real.  Salidas Mayor (valor mayor) de tipo Real.  Condiciones  Mayor debe ser el valor máximo de A, B y C.  Formalmente:  28  DIAGRAMA DE CAJA NEGRA:  Ejemplo 3. Determinar si un punto está dentro de un círculo.  ESPECIFICACIÓN:  Entradas  Cx (abscisa del centro del círculo) de tipo Real.  Cy (ordenada del centro del círculo) de tipo Real.  r (radio del círculo) de tipo Real.  Px (coordenada x del punto) de tipo Real.  Py (coordenada y del punto) de tipo Real.  Salidas  *Pertenece* de tipo Booleano, (indica si el punto está dentro o fuera del  círculo).  Condiciones  r>0 (ojo!: condición sobre un dato de entrada)  Pertenece = Verdadero, si el punto está dentro del círculo.  Pertenece = Falso, si el punto está fuera del círculo.  Formalmente:  DIAGRAMA DE CAJA NEGRA:  DISEÑO ESTRUCTURADO DE ALGORITMOS  En la fase de diseño del algoritmo se especifica un conjunto de instrucciones capaz de obtener  datos de salida correctos, a partir de datos válidos de entrada. Normalmente, un algoritmo tiene  una estructura no trivial, es decir, pueden identificarse en él, partes o componentes muy  claramente delimitados que interactúan durante la ejecución. Una primera estrategia para  diseñar el algoritmo que solucione el problema consiste en identificar los componentes de esa  29  estructura, para luego diseñarlos individualmente, y por último ensamblarlos en el programa  completo. Esta forma de proceder se denomina *diseño top-down* porque consiste en solucionar  un problema dividiéndolo en otros más pequeños, solucionando esos problemas resultantes y  finalmente, ensamblando las soluciones de esos subproblemas para obtener la solución completa  del problema original.  *División*  Consiste en identificar subprocesos dentro del proceso completo que debe llevar a cabo el  algoritmo buscado. Está subdivisión se realiza de manera repetida hasta llegar al nivel de  instrucción básica. La siguiente figura ilustra el modo de proceder.  En la etapa final de subdivisión, los problemas a resolver son tan sencillos que ya no se pueden  dividir más, sino que simplemente se pueden resolver usando las instrucciones básicas  disponibles en el pseudocódigo: asignación, lectura o escritura, secuencia, selección, repetición.  Problema: Realizar un programa que lea una serie de *n* números enteros y determine si la  suma de los mismos es un cuadrado perfecto.  ESPECIFICACIÓN DEL PROBLEMA  Entradas  n (número de datos a considerar)  dato1, dato2, ..., daton (los números enteros)  Salidas  *Es\_cuadrado* de tipo Booleano, (indica si la suma de los datos de entrada  es un cuadrado perfecto).  Condiciones  n>0  Es\_cuadrado tiene valor verdadero si la suma de los n números es un  cuadrado perfecto. De lo contrario, tendrá valor falso.  Diagrama de caja negra:  30  DISEÑO DEL ALGORITMO:  El algoritmo que soluciona este problema es muy sencillo. Sin embargo, para el propósito de  ilustrar la técnica de subdivisiones sucesivas (diseño top-down o refinamiento a pasos) se  realizan tres etapas de división, cada una de las cuales tiene un diagrama de flujo asociado.  En la primera fase de división se considera que el algoritmo consiste, grosso modo, en leer los  datos de entrada, sumar los n números, y determinar si el resultado de la suma es un cuadrado  perfecto.  Primera Iteración  En la segunda fase de división se hace explícito que el proceso de lectura de los datos consiste  en **(i)** obtener el número de enteros que se van a procesar y en **(ii)** leer cada uno estos n  enteros. Adicionalmente, se aclara de qué manera se verificará que la suma es un cuadrado  perfecto (se comprueba si la raíz cuadrado es un entero). Por último se deja especificado lo que  el algoritmo escribirá como resultado final.  31  Segunda Iteración  En la tercera fase de división se logra describir todo las acciones del algoritmo con instrucciones  básicas. En este punto ya no es necesario ni posible hacer más subdivisiones. El algoritmo está  diseñado completamente.  Aunque el lector no entienda todos los detalles del lenguaje con el cual se describe el algoritmo,  se le invita a entender la lógica del mismo.  32  Tercera Iteración (final en este ejemplo)  33  En seguida se muestra la traducción del diagrama de flujo anterior a pseudocódigo. Nuevamente  se aclara que los detalles de esta forma de describir algoritmos se estudian en los próximos  capítulos.  Pseudocódigo  procedimiento principal()  variables  n : entero  suma : entero  dato : entero  i : entero  inicio  escribir ( “Número de enteros a considerar:”)  leer( n)  suma := 0  Para( i:=1 hasta n) hacer  escribir(“ingrese un número entero:” )  leer( dato)  suma := suma + dato  fin\_para  si(piso( raiz2( suma ) ) = raiz2(suma ))  Entonces  escribir (“La suma de los números es un cuadrado perfecto”)  sino  escribir (“La suma de los números no es un cuadrado perfecto”)  fin\_si  fin\_procedimiento  Definición de abstracciones  Durante el proceso de división es posible identificar qué secuencias de pasos se utilizan más de  una vez en diferentes partes del proceso completo. Los lenguajes de programación brindan la  posibilidad de escribir solamente una vez estas secuencias de pasos, mediante el uso de unas abstracciones o subprogramas llamados procedimientos y funciones. Lo que debe hacer el programador es:  • Recolectar estas secuencias de pasos en funciones y procedimientos, según sea el caso.  • Documentar cada función y procedimiento especificando claramente:  o El propósito de la función (o procedimiento).  o El nombre, tipo y propósito de cada argumento.  o El resultado que produce ese subprograma (o efectos laterales).  El uso de funciones y procedimientos evita tener que escribir más de una vez las secuencias de  pasos que se repiten. Pero lo más importante es que permiten describir más claramente la lógica  del programa.  Problema**:** Desarrollar un programa que determine si un número dado se encuentra en alguno  de dos conjuntos finitos de enteros.  Recuerde que lo primero que recomienda la metodología propuesta es entender completamente  el problema y hacer su especificación.  En este ejercicio se usan arreglos para guardar los dos conjuntos de números. El uso de arreglos  para representar conjuntos, requiere que se realicen ciertas validaciones que garanticen la  validez como conjunto, por ejemplo, que en el arreglo no esté un mismo elemento dos veces (en  un conjunto un elemento está solo una vez). Los arreglos son un tipo de estructura de datos que  34  se cubre en un capítulo posterior. Teniendo en cuenta estos razonamientos, se puede especificar  el problema:  ESPECIFICACIÓN DEL PROBLEMA  Entradas dos conjuntos, A y B; y el número entero.  Salidas  *bandera* de tipo Booleano, (indica si el número está o no en  alguno de los dos conjuntos).  Condiciones  si el entero dado está en alguno de los conjuntos dados el valor de  verdad de *bandera* será verdadero. Será falso en caso contrario.  Diagrama de caja negra:  donde,  A: es un conjunto de enteros.  B: es un conjunto de enteros.  elemento: es el entero a comprobar si está en alguno de los conjuntos.  bandera : es un booleano que indica si el elemento está o no está.  Diseño del algoritmo  Primera iteración. De manera general, el algoritmo debería tener los siguientes pasos  Inicio  1. Leer los dos conjuntos.  2. Leer entero.  3. Determinar si el entero está en alguno de los dos conjuntos  4. Imprimir el resultado.  Fin  Segunda iteración. En esta segunda fase se aclara en qué consiste leer los conjuntos.  1. Leer primer conjunto consiste en:  Leer un dato.  Determinar si el elemento no está en el primer conjunto.  **.** Si no está, agregar el dato al primer conjunto. Si ya está, mostrar un mensaje de error.  **.** Preguntar si el usuario desea ingresar un nuevo elemento al primer conjunto.  Si el usuario desea ingresar un nuevo elemento volver a 1.1. Si no, continuar.  Leer segundo conjunto se divide en:  35  Leer un dato.  **.** Determinar si el elemento no está en el segundo conjunto.  **.** Si no está, agregar el dato al segundo conjunto. Si ya está, mostrar un mensaje de error.  **.** Preguntar si el usuario desea ingresar un nuevo elemento al segundo conjunto.  **.** Si el usuario desea ingresar un nuevo elemento volver a 2.1. Sino, continuar.  Leer entero.  Determinar si el entero está en el primer conjunto.  Determinar si el entero está al segundo conjunto.  Imprimir el resultado.  Tercera Iteración. Se utiliza pseudocódigo para especificar todas las operaciones necesarias.  procedimiento principal()  variables  i, j, n, m, elemento : entero  continuar : carácter  bandera : booleano  A : arreglo [100] de entero  B : arreglo [100] de entero  /\* el codigo siguiente lee el conjunto A\*/  Inicio  n := 0  escribir(“Desea ingresar elementos al conjunto A (S/N):”)  leer( continuar)  mientras( continuar = ‘S’ | continuar = ‘s’) hacer  escribir( “Ingrese el elemento al conjunto A:”)  leer( elemento)  /\* el codigo siguiente prueba si el elemento esta en el conjunto A \*/  i := 0  mientras( i<n & A[i]<> elemento) hacer  i := i+1  fin\_mientras  si( i = n) entonces  A[n] := elemento  n := n+1  Sino  escribir( “Error: el elemento ya esta en el conjunto A” )  fin\_si  escribir( “Desea ingresar mas elementos al conjunto A (S/N)” )  leer( continuar)  fin\_mientras  /\* el codigo siguiente lee el conjunto B \*/  m := 0  escribir(“Desea ingresar mas elementos al conjunto B (S/N)” )  leer( continuar)  mientras( continuar = ‘S’ | continuar = ‘s’) hacer  escribir( “Ingrese el elemento al conjunto B:”)  leer( elemento)  /\* el codigo siguiente prueba si el elemento esta en el conjunto B \*/  i := 0  mientras i<m & B[i] <> elemento hacer  i := i+1  fin\_mientras  si (i = m) entonces  B[m] := elemento  m := m+1  sino  escribir( “Error: el elemento ya esta en el conjunto B” )  fin\_si  escribir( “Desea ingresar mas elementos al conjunto B (S/N)” )  36  leer( continuar)  fin\_mientras  /\* el codigo siguiente lee un elemento a probar \*/  escribir( “Ingrese el dato que desea buscar en los conjuntos” )  leer( elemento)  /\* el codigo siguiente prueba si el elemento esta en el conjunto A \*/  bandera := falso  i := 0  mientras( i<n & A[i] <> elemento) hacer  i := i+1  fin\_mientras  si( i < n) entonces  bandera := verdadero  fin\_si  /\* el codigo siguiente prueba si el elemento esta en el conjunto B \*/  i := 0  mientras( i<m & B[i] <> elemento) hacer  i := i+1  fin\_mientras  si(i < m) entonces  bandera := verdadero  fin\_si  /\* el codigo siguiente determina si el elemento esta en alguno de los dos conjuntos \*/  si(bandera = verdadero) entonces  escribir( “El dato dado esta en alguno de los dos conjuntos” )  sino  escribir( “El dato dado NO esta en ninguno de los conjuntos” )  fin\_si  fin\_procedimiento  Abstracción: En el código obtenido mediante la fase de división se puede apreciar la existencia  de porciones de código que no son idénticas, pero son muy parecidas y funcionalmente  equivalentes. Este es el caso de las porciones de código que permiten leer los conjuntos A y B, y  las porciones de código que permiten determinar si un elemento está en el conjunto A y en el  conjunto B. Identificadas estas redundancias, se puede crear un procedimiento que permita leer  un conjunto cualquiera, y una función que verifique si un elemento está en un conjunto dado.  Primero, la función pertenece es un subprograma que se define así:  pertenece: Arreglo[100] de Entero x Entero x Entero -> Booleano  *( A , , n , e ) ÞV si e = A[i] para algún i*  *Þ F en otro caso*  Se puede observar que esta función además de recibir el arreglo de datos y el elemento, recibe  un entero adicional *n*. Este entero se utiliza para indicar el tamaño del conjunto dado. Esta  función se codifica como sigue:  funcion pertenece( A :arreglo[100] de entero, n :entero, e :entero ):booleano  variables  bandera :booleano  i : entero  inicio  /\* el codigo siguiente prueba si el elemento está en el conjunto \*/  i := 0  mientras( i<n & A[i] <> e) hacer  i := i+1  fin\_mientras  si( i = n) entonces  bandera := falso  37  si\_no  bandera := verdadero  fin\_si  retornar bandera  fin\_funcion  Segundo, el procedimiento leer\_conjunto es un subprograma que se define así:  Procedimiento leer\_conjunto( var A :arreglo [100] de entero, var n :entero)  variables  i :entero  elemento :entero  continuar :caracter  inicio  /\* el codigo siguiente lee el conjunto \*/  n := 0  escribir( “Desea ingresar mas elementos al conjunto (S/N)?”)  leer( continuar)  mientras ( n<100 & (continuar = ‘S’ | continuar = ‘s’)) hacer  escribir( “Ingrese el elemento al conjunto ” )  leer( elemento)  /\* el código siguiente prueba si el elemento esta en el conjunto y de no ser así lo adiciona \*/  si no (pertenece( A, n, elemento) ) entonces  A[n] := elemento  n := n+1  sino  escribir( “Error: el elemento ya esta en el conjunto ” )  fin\_si  escribir( “Desea ingresar mas elementos al conjunto (S/N)?”)  leer( continuar)  fin\_mientras  fin\_procedimiento  Este procedimiento recibe un arreglo de enteros y una variable entera llamada n. Lo que hace es  leer unos números (máximo 100) y guardarlos en el arreglo. También lleva la cuenta de cuántos  datos ha leído, y almacena esta cifra en la variable n.  Otro aspecto importante que se puede destacar en este procedimiento es que usa la función  *pertenece* para determinar si se debe o no adicionar el elemento leído al conjunto.  De esta manera el algoritmo principal se puede presentar como sigue:  procedimiento principal()  variables  n :entero  m :entero  elemento :entero  A :arreglo [100] de entero  B :arreglo [100] de entero  inicio  /\* el codigo siguiente lee el conjunto A \*/  leer\_conjunto( A, n )  /\* el codigo siguiente lee el conjunto B \*/  leer\_conjunto ( B, m)  /\* el codigo siguiente determina si el elemento esta en alguno de los dos conjuntos \*/  si pertenece( A, n, elemento ) | pertenece( B, m, elemento ) entonces  escribir( “El dato dado esta en alguno de los dos conjuntos”)  sino  escribir( “El dato dado NO esta en los conjuntos dados” )  fin\_si  fin\_procedimiento  38  Se puede apreciar la reducción de líneas de código del programa y la facilidad de lectura de cada  uno de estos algoritmos (función, procedimiento y algoritmo principal), con respecto al algoritmo  inicial realizado sin abstracción. Se deja al lector la escritura del programa completo, utilizando  las reglas descritas en esta sección.  CODIFICACION  Cuando ya se ha diseñado completamente el algoritmo y se tiene escrito en algún esquema de  representación (pseudo-código o diagrama de flujo), el siguiente paso es codificarlo en el  lenguaje de programación definido para tal fin.  En este momento es cuando el programador interactúa con el computador mediante la  herramienta de software de que disponga para codificar en el lenguaje seleccionado.  **EJEMPLO.** Tómese como base el pseudocódigo desarrollado en la sección anterior. El programa  en C++ para este pseudocódigo sería:  #include <iostream.h>  bool pertenece( int A[100, int n, int e)  {  bool bandera;  int i;  /\* el codigo siguiente prueba si el elemento esta en el conjunto \*/  i = 0;  while(> i<n && A[i] != e ) {  i = i+1;  };  if( i == n ) {  bandera = false;  }  else {  bandera = true;  };  return bandera;  }  void leer\_conjunto( intA[100], int & n,)  {  int i;  int elemento;  char continuar;  /\* el codigo siguiente lee el conjunto \*/  n = 0;  cout << “Desea ingresar mas elementos al conjunto (S/N)”;  cin >> continuar;  while( continuar == ‘S’ || continuar == ‘s’ ) {  cout << “Ingrese el elemento que quiere agregar :”;  cin >> elemento;  /\* el codigo siguiente prueba si el elemento esta en el conjunto y de no ser así lo adiciona \*/  if( !pertenece( A, n, elemento ) ) {  A[n] = elemento;  n = n+1;  }  else {  cout << “Error: el elemento ya esta en el conjunto”;  39  };  cout << “Desea ingresar mas elementos al conjunto (S/N)” ;  cin>> continuar;  };  }  void main()  {  int n, m, elemento;  int A[100];  int B[100];  /\* el codigo siguiente lee el conjunto A \*/  leer\_conjunto( A, n);  /\* el codigo siguiente lee el conjunto B \*/  leer\_conjunto( B, m)  /\* el codigo siguiente determina si el elemento esta en alguno de los dos conjuntos \*/  if( pertenece(A, n, elemento) || pertenece(B, m, elemento) ) {  cout << “El dato dado esta en alguno de los dos conjuntos”;  }  else {  cout<< “El dato dado NO esta en los conjuntos dados”;  };  }  3.6.1. *Prueba de escritorio*  La prueba de escritorio es una herramienta útil para entender qué hace un determinado  algoritmo, o para verificar que un algoritmo cumple con la especificación sin necesidad de  ejecutarlo.  Básicamente, una prueba de escritorio es una ejecución ‘a mano’ del algoritmo, por lo tanto se  debe llevar registro de los valores que va tomando cada una de las variables involucradas en el  mismo.  A continuación se muestra un ejemplo de prueba de escritorio del siguiente algoritmo:  procedimiento principal()  variables  suma, entrada, menor :entero  inicio  leer( entrada)  menor := entrada  suma:= 0  mientras (entrada <> 0) hacer  si (entrada < menor) entonces  menor =entrada  fin\_si  suma:= suma + entrada  leer( entrada)  fin\_mientras  escribir( “valor menor:” )  escribir( menor)  escribir( “Suma total:”)  escribir( suma)  fin\_procedimiento  40  INSTRUCCIÓN entrada menor suma Pantalla  leer (entrada) 10  menor := entrada 10  suma :=0 0  suma :=suma + entrada 10  leer (entrada) 7  menor := entrada 7  suma:=suma + entrada 17  leer( entrada) 9  suma :=suma + entrada 26  leer (entrada) 0  escribir (“valor menor:”) Valor Menor  escribir (menor) 7  **escribir** (**“**Suma:**”)** Suma:  **escribir** (suma)  Trabajo en equipo  Múltiples roles...   Gestores   Analistas   Diseñadores   Programadores   Probadores   Administradores de  sistemas  ...  Fundamentos de la programación: Computadoras y programación  Parque Jurásico  Luis Hernández Yáñez  *Esquema general*  Fundamentos de la programación: Computadoras y programación  Memoria  temporal  Almacenamiento  permanente  Dispositivos  de entrada  Teclado  Ratón  Escáner  Táctil  …  Dispositivos  de salida  Monitor  Impresora  Altavoz  …  Unidad Central de Proceso  *Central Processor Unit*  C.P.U.  Luis Hernández Yáñez  *La arquitectura de Von Neumann*  Fundamentos de la programación: Computadoras y programación  C.P.U. (Procesador)  Dispositivos de E/S  Memoria  A.L.U.  Unidad Aritmético‐Lógica  Unidad de Control  Una ALU de 2 bits (Wikipedia)  Luis Hernández Yáñez  *La memoria*  Fundamentos de la programación: Computadoras y programación  Memoria  Bus  de  datos  01  02  03  04  05  06  07  08  **. . .**  Dirección  Cada celda en una dirección  Celdas de 8 / 16 / 32 / 64 bits  Información volátil  1 Bit = 0 / 1  1 Byte = 8 bits = 1  1 Kilobyte (KB) = 1024 Bytes  Fundamentos de la programación: Computadoras y programación  *Los procesadores trabajan con ceros y unos (bits)*  Unidad de memoria básica: *Byte* (8 bits)  (2 dígitos hexadecimales: 01011011  0101 1011  5B)  *Lenguaje máquina*  Códigos hexadecimales que representan instrucciones,  registros de la CPU, direcciones de memoria o datos  Instrucción *Significado*  A0 2F *Acceder a la celda de memoria 2F*  3E 01 *Copiarlo el registro 1 de la ALU*  A0 30 *Acceder a la celda de memoria 30*  3E 02 *Copiarlo en el registro 2 de la ALU*  1D *Sumar*  B3 31 *Guardar el resultado en la celda de memoria 31*  Fundamentos de la programación: Computadoras y programación  Lenguaje de bajo nivel  Dependiente de la máquina  Programación difícil  Luis Hernández Yáñez  Nemotécnicos para los códigos hexadecimales:  A0  READ 3E  REG 1D  ADD …  Mayor legibilidad:  READ 2F  REG 01  READ 30  REG 02  ADD  WRITE 31  Lenguaje de nivel medio  Fundamentos de la programación: Computadoras y programación  Código objeto  (lenguaje máquina)  Programa  ensamblador  Código fuente  (lenguaje ensamblador)  Fundamentos de la programación: Computadoras y programación   Más cercanos a los lenguajes natural y matemático  resultado = dato1 + dato2;   Mayor legibilidad, mayor facilidad de codificación   Estructuración de datos / abstracción procedimental  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Traducción*  Compiladores:  Compilan y enlazan  programas completos  Intérpretes:  Compilan, enlazan  y ejecutan instrucción  a instrucción  Fundamentos de la programación: Computadoras y programación  Compilador  Enlazador  Código  objeto de  biblioteca  Código fuente  #include <iostream>  using namespace std;  int main()  {  cout << "Hola Mundo!" << endl;  return 0;  }  Código objeto 0100010100111010011100…  Programa  ejecutable  Para una arquitectura concreta  y un sistema operativo  *Genealogía de lenguajes*  BASIC  1964  LaLa *prehistoria*  El ábaco  Siglo XIX  Máquina analítica de Charles Babbage  Fundamentos de la programación:  Lady Ada Lovelace  es considerada  la primera  programadora  (Wikipedia)  Luis Hernández Yáñez  Siglo XX  1936 Máquina de Turing  1946 ENIAC: Primera computadora digital  de propósito general  1947 El transistor  1953 IBM 650: Primera  computadora a gran escala  1966 ARPANET: Origen de Internet  1967 El *disquete*  1970 Sistema operativo UNIX  1972 Primer virus informático (*Creeper*)  Lenguaje de programación C  1974 Protocolo TCP. Primera red local  Fundamentos de la programación: Computadoras y programación  ENIAC (Wikipedia)  Luis Hernández Yáñez  1975 Se funda Microsoft  1976 Se funda Apple  1979 Juego *Pacman*  1981 IBM PC  Sistema operativo MS‐DOS  1983 Lenguaje de programación C++  1984 CD‐ROM  1985 Windows 1.0  1990 Lenguaje HTML  *World Wide Web*  1991 Sistema operativo Linux  Fundamentos de la programación: Computadoras y programación  Apple II (Wikipedia)  IBM PC (Wikipedia)  Linux  Luis Hernández Yáñez  1992 Windows 3.1  1995 Lenguaje de programación Java  DVD  1998 Se funda Google  1999 MSN Messenger  Siglo XXI  2001 Windows XP  Mac OS X  2002 Mozilla Firefox  2007 iPhone  2008 Android ...  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *¿Qué es programar?*  *Decirle a un tonto* ***muy*** *rápido* ***exactamente*** *lo que tiene que hacer*  Especificar la estructura y el comportamiento de un programa,  así como probar que el programa realiza su tarea  adecuadamente y con un rendimiento aceptable  Programa: Transforma entrada en salida  Algoritmo: Secuencia de pasos y operaciones que debe realizar  el programa para resolver el problema  El programa implementa el algoritmo en un lenguaje concreto  Programa Salida  Fundamentos de la programación: Computadoras y programación  Entrada  *La programación es sólo una etapa del proceso de desarrollo*  Modelo de desarrollo “en cascada”:  Fundamentos de la programación: Computadoras y programación  Mantenimiento  Prueba y depuración  Programación  Diseño  Análisis  Planificación Recursos necesarios, presupuesto, plan, …  ¿Qué?  ¿Cómo?  Implementación  Luis Hernández Yáñez  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Bjarne Stroustrup (1983)*  #include <iostream>  using namespace std;  int main()  {  cout << "Hola Mundo!" << endl;  // Muestra Hola Mundo!  return 0;  }  Fundamentos de la programación: Computadoras y programación  Hola Mundo!  Luis Hernández Yáñez  Instrucciones  Datos: literales, variables, tipos  Subprogramas (funciones)  Comentarios  Directivas  ...  Fundamentos de la programación: Computadoras y programación  #include <iostream>  using namespace std;  int main()  {  cout << "Hola Mundo!" << endl;  // Muestra Hola Mundo!  return 0;  }  Directiva  ComentarioFundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Sintaxis y semántica de los lenguajes*  Sintaxis  — Reglas que determinan cómo se pueden construir  y secuenciar los elementos del lenguaje  Semántica  — Significado de cada elemento del lenguaje  ¿Para qué sirve?  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Especificación*   Lenguajes (BNF)   Diagramas  Fundamentos de la programación: Computadoras y programación  <numero entero> ::= <signo opcional><secuencia de dígitos>  <signo opcional> ::= +|‐|<nada>  <secuencia de dígitos> ::= <dígito>|<dígito><secuencia de dígitos>  <dígito> ::= 0|1|2|3|4|5|6|7|8|9  <nada> ::=  BNF  | significa ó +23  ‐  137  Ejemplo: Números enteros (sin decimales)  Fundamentos de la programación: Computadoras y programación  <numero entero> ::= <signo opcional><secuencia de dígitos>  <signo opcional> ::= +|‐|<nada>  <secuencia de dígitos> ::= <dígito>|<dígito><secuencia de dígitos>  <dígito> ::= 0|1|2|3|4|5|6|7|8|9  <nada> ::=  **+23**  <numero entero> ::= <signo opcional><secuencia de dígitos>  ::= **+**<secuencia de dígitos> ::= **+**<dígito><secuencia de dígitos>  ::= **+2**<secuencia de dígitos> ::= **+2**<dígito> ::= **+23**  **1374**  <numero entero> ::= <signo opcional><secuencia de dígitos>  ::= <secuencia de dígitos> ::= <dígito><secuencia de dígitos>  ::= **1**<secuencia de dígitos> ::= **1**<dígito><secuencia de dígitos>  ::= **13**<secuencia de dígitos> ::= **13**<dígito><secuencia de dígitos>  ::= **137**<secuencia de dígitos> ::= **137**<dígito> ::= **1374**  **1‐34**  <numero entero> ::= <signo opcional><secuencia de dígitos>  ::= <secuencia de dígitos> ::= <dígito><secuencia de dígitos>  ::= **1**<secuencia de dígitos> ::= **ERROR** (**‐** no es <dígito>)        Fundamentos de la programación: Computadoras y programación  +23   1374   ? 1‐   +23  1374  1‐34  **+**  **0 .. 9**  **+**  **+**  **‐**  **‐**  **‐**  **0 .. 9**  **0 .. 9**  Luis Hernández Yáñez  Fundamentos de la programación: Computadoras y programación  *Hola Mundo!*  Un programa que muestra un saludo en la pantalla:  #include <iostream>  using namespace std;  int main()  // main() es donde empieza la ejecución  {  cout << "Hola Mundo!" << endl; // Muestra Hola Mundo!  return 0;  }  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Análisis del programa*  #include <iostream>  using namespace std;  int main()  {  cout << "Hola Mundo!" << endl;  return 0;  }  Página 37  Las instrucciones terminan en ;  Fundamentos de la programación: Computadoras y programación  Directiva  Instrucción  Declaración  Instrucción  Instrucción  Biblioteca  Espacio de nombres  Tipo Palabras reservadas  Datos literales  Cuerpo de la función  Cabecera de la función  Bloque de código  Cadena de caracteres Constante  Operador Operador  Variable  Número  Coloreado sintáctico  Luis Hernández Yáñez  *Hola Mundo!*  Casi todo es *infraestructura*  Sólo  cout << "Hola Mundo!" << endl  hace algo palpable  La infraestructura (notación, bibliotecas y otro soporte)  hace nuestro código simple, completo, confiable y eficiente  *¡El estilo importa!*  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Editor*   Bloc de notas, Wordpad, Word, Writer, Gedit, Kwrite, …  (texto simple, sin formatos)   Editores específicos: coloreado sintáctico   Recomendación: Notepad++  Página 40  Instalación y uso:  Sección  Herramientas de desarrollo  en el Campus Virtual  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  Fundamentos de la programación: Computadoras y programación  hola.cpp  (código fuente)  hola.obj  (código objeto)  Compilador  Código objeto de  la biblioteca iostream  hola.exe  (ejecutable)  Enlazador  Hola Mundo!  Cargador  Luis Hernández Yáñez  *Compilador*   Importante: C++ estándar   Recomendación: GNU G++ (*MinGW*en Windows)  Página 42  Instalación y uso:  Sección  Herramientas de desarrollo  en el Campus Virtual  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Entornos de desarrollo*   Para editar, compilar y probar el código del programa   Recomendaciones:  — Windows: MS Visual Studio / C++ Express o Eclipse  — Linux: Netbeans o Eclipse  Página 43  Instalación y uso:  Sección  Herramientas de desarrollo  en el Campus Virtual  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *¿Qué hace el programa?*   La ejecución del programa siempre empieza en main()   Se ejecutan las instrucciones en secuencia de principio a fin  Página 44  \_  Hola Mundo!  Pantalla (cout)  \_  Muestra Hola Mundo!  en la pantalla y salta de línea  Devuelve 0 como código  de terminación del programa  Fin  return 0;  cout << "Hola Mundo!" << endl;  Inicio  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *El lenguaje C*   Lenguaje creado por Dennis M. Ritchie en 1972   Lenguaje de nivel medio:  — Estructuras típicas de los lenguajes de alto nivel  — Construcciones para control a nivel de máquina   Lenguaje sencillo (pocas palabras reservadas)   Lenguaje estructurado (no estrictamente estructurado en bloques)   Compartimentalización de código (funciones) y datos (ámbitos)   Componente estructural básico: la función (subprograma)   Programación modular   Distingue entre mayúsculas y minúsculas   Palabras reservadas (o clave): en minúsculas  Fundamentos de la programación: Computadoras y programación  Luis Hernández Yáñez  *Licencia CC (Creative Commons)*  Este tipo de licencias ofrecen algunos derechos a terceras personas  bajo ciertas condiciones.  Este documento tiene establecidas las siguientes:  Pulsa en la imagen de arriba a la derecha para saber más.  Fundamentos de la programación: Computadoras y programación  Reconocimiento (*Attribution*):  En cualquier explotación de la obra autorizada por la licencia  hará falta reconocer la autoría.  No comercial (*Non commercial*):  La explotación de la obra queda limitada a usos no comerciales.  Compartir igual (*Share alike*):  La explotación autorizada incluye la creación de obras derivadas  siempre que mantengan la misma licencia al ser divulgadas.  **2**  Grado en Ingeniería Informática  Grado en Ingeniería del Software  Grado en Ingeniería de Computadores  Facultad de Informática  Universidad Complutense  Fundamentos de la programación  Luis Hernández Yáñez  Un ejemplo de programación 50  El primer programa en C++ 64  Las líneas de código del programa 80  Cálculos en los programas 86  Variables 92  Expresiones 98  Lectura de datos desde el teclado 108  Resolución de problemas 119  Los datos de los programas 127  Identificadores 129  Tipos de datos 133  Declaración y uso de variables 142  Instrucciones de asignación 147  Operadores 152  Más sobre expresiones 160  Constantes 167  La biblioteca cmath 171  Operaciones con caracteres 174  Operadores relacionales 177  Toma de decisiones (if) 180  Bloques de código 183  Bucles (while) 186  Entrada/salida por consola 190  Funciones definidas  por el programador 199  Fundamentos de la programación: Tipos e instrucciones I  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Una computadora de un coche*  Instrucciones que entiende:  <instrucción> ::= <inst> ;  <inst> ::= Start | Stop | <avanzar>  <avanzar> ::= Go <dirección> <num> Blocks  <dirección> ::= North | East | South | West  <num> ::= 1 | 2 | 3 | 4 | 5  Ejemplos:  Start;  Go North 3 Blocks;  Stop;  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Sintaxis del lenguaje de programación*  Fundamentos de la programación: Tipos e instrucciones  avanzar Go dirección num Blocks  = Literales  dirección  North  East  South  West  instrucción  Start  avanzar  Stop ;  num  1  2  3  4  5  Luis Hernández Yáñez  *El problema a resolver*  *Estando el coche en la posición A,*  *conseguir llegar al Cine Tívoli (B)*  ¿Qué pasos hay que seguir?  *Arrancar*  *Ir un bloque al Norte*  *Ir dos bloques al Este*  *Ir cinco bloques al Norte*  *Ir dos bloques al Este*  *Parar*  Fundamentos de la programación: Tipos e instrucciones  B  A  **N**  Bloque:  Luis Hernández Yáñez  *El algoritmo*  Secuencia de pasos que hay que  seguir para resolver el problema  Fundamentos de la programación: Tipos e instrucciones  *1.‐ Arrancar*  **N**  *2.‐ Ir un bloque al Norte*  *3.‐ Ir dos bloques al Este*  *4.‐ Ir cinco bloques al Norte*  *5.‐ Ir dos bloques al Este*  *6.‐ Parar*  Esos pasos sirven tanto para  una persona como para una computadora.    Luis Hernández Yáñez  *El programa*  Instrucciones escritas en  el lenguaje de programación  Start;  Go North 1 Blocks;  Go East 2 Blocks;  Go North 5 Blocks;  Go East 2 Blocks;  Stop;  Fundamentos de la programación: Tipos e instrucciones  B  A  **N**  Luis Hernández Yáñez  *El programa*  Escribimos el código del programa en un editor  y lo guardamos en un archivo:  Fundamentos de la programación: Tipos e instrucciones  Stat;  Go North 1 Blocks  Go East Blocks;  Go Noth 5 Blocks;  Go West 2 Blocks;  Stop;  Copiamos el archivo  en una llave USB  y lo llevamos al coche  Luis Hernández Yáñez  *La compilación*  Introducimos la llave USB en el coche  y pulsamos el botón de ejecutar el programa:  Fundamentos de la programación: Tipos e instrucciones  Stat;  ‐‐‐‐^ Unknown word.  Go North 1 Blocks  ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐^ ; missing.  Go East Blocks;  ‐‐‐‐‐‐‐‐^ Number missing.  Go Noth 5 Blocks;  ‐‐‐‐‐‐‐^ Unknown word.  Go West 2 Blocks;  Stop;  There are errors. Impossible to run the program.  Errores  de sintaxis  Luis Hernández Yáñez  *Depuración*  Editamos el código para corregir los errores sintácticos:  Fundamentos de la programación: Tipos e instrucciones  Stat;  Go North 1 Blocks  Go East Blocks;  Go Noth 5 Blocks;  Go West 2 Blocks;  Stop;  Start;  Go North 1 Blocks;  Go East 3 Blocks;  Go North 5 Blocks;  Go West 2 Blocks;  Stop;  *La ejecución*  Se realiza lo que pide  cada instrucción:  Fundamentos de la programación: Tipos e instrucciones  B  **N**  Start;  Go North 1 Blocks;  Go East 3 Blocks; !  Error de ejecución  *¡Una instrucción no se puede ejecutar!*  Luis Hernández Yáñez  *Depuración*  Editamos el código para arreglar el error de ejecución:  Fundamentos de la programación: Tipos e instrucciones  Start;  Go North 1 Blocks;  Go East 2 Blocks;  Go North 5 Blocks;  Go West 2 Blocks;  Stop;  Start;  Go North 1 Blocks;  Go East 3 Blocks;  Go North 5 Blocks;  Go West 2 Blocks;  Stop;  Luis Hernández Yáñez  *La ejecución*  Se realiza lo que pide  cada instrucción:  Fundamentos de la programación: Tipos e instrucciones  B  **N**  Start;  Go North 1 Blocks;  Go East 2 Blocks;  Error lógico  *¡El programa no llega al resultado deseado!*  Go North 5 Blocks;  Go West 2 Blocks;  Stop;  ?  *Depuración*  Editamos el código para arreglar el error lógico:  Fundamentos de la programación: Tipos e instrucciones  Start;  Go North 1 Blocks;  Go East 2 Blocks;  Go North 5 Blocks;  Go West 2 Blocks;  Stop;  Start;  Go North 1 Blocks;  Go East 2 Blocks;  Go North 5 Blocks;  Go East 2 Blocks;  Stop;  Luis Hernández Yáñez  *La ejecución*  Se realiza lo que pide  cada instrucción:  Fundamentos de la programación: Tipos e instrucciones  **N**  Start;  Go North 1 Blocks;  Go East 2 Blocks;  Go North 5 Blocks;  Go East 2 Blocks;  Stop;    *¡Conseguido!*  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Hola Mundo!*  De vuelta en el programa que muestra un saludo en la pantalla:  #include <iostream>  using namespace std;  int main() // main() es donde empieza la ejecución  {  cout << "Hola Mundo!" << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Hola Mundo!*  La única instrucción que produce algo tangible:  #include <iostream>  using namespace std;  int main() // main() es donde empieza la ejecución  {  cout << "Hola Mundo!" << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  cout (iostream)  Visualización en la pantalla: operador << (*insertor*)  Fundamentos de la programación: Tipos e instrucciones cout << "Hola Mundo!" << endl;  cout  \_  Hola Mundo!  << "Hola Mundo!" << endl;  endl  *end line*  c*haracter* out*put stream*  Luis Hernández Yáñez  *Pantalla en modo texto*   Líneas de 80 caracteres (textos)  Fundamentos de la programación: Tipos e instrucciones  Aplicación en modo texto  80 caracteres  Luis Hernández Yáñez  *Ventanas de consola o terminal*  Las aplicaciones en modo texto se ejecutan dentro de ventanas:   Windows: ventanas de consola (*Símbolo del sistema*)   Linux: ventanas de terminal  Fundamentos de la programación: Tipos e instrucciones  **H o l a M u n d o !**  Cursor parpadeante: Donde se colocará el siguiente carácter.  ...  ...  Luis Hernández Yáñez  *El insertor* <<  *Inserta textos en la pantalla de modo texto*  Representación textual de los datos  A partir de la posición del cursor  *Line wrap* (continúa en la siguiente línea si no cabe)  Se pueden encadenar:  cout << ... << ... << ...;  Fundamentos de la programación: Tipos e instrucciones  cout << ...;  Recuerda: las instrucciones terminan en ;  Luis Hernández Yáñez  *Con el insertor* << *podemos mostrar...*   Cadenas de caracteres literales  Textos encerrados entre comillas dobles: "..."  cout << "Hola Mundo!";   Números literales  Con o sin decimales, con signo o no: 123, ‐37, 3.1416, ...  cout << "Pi = " << 3.1416;  Se muestran los caracteres que representan el número   endl  Fundamentos de la programación: Tipos e instrucciones  *¡Las comillas no se muestran!*  *¡Punto decimal, NO coma!*  Luis Hernández Yáñez  *El programa principal*  La función main(): *donde comienza la ejecución...*  #include <iostream>  using namespace std;  int main() // main() es donde empieza la ejecución  {  cout << "Hola Mundo!" << endl;  return 0;  }  Contiene las instrucciones que hay que ejecutar  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *El programa principal*  La función main():  int main()  {  ...  return 0;  }  Fundamentos de la programación: Tipos e instrucciones  Tipo de la función (int = entero): Tipo de valor que devuelve  Nombre de la función  Cuerpo de la función (bloque de código)  return 0; Devuelve el resultado (0) de la función  *¡Es una función!*  Luis Hernández Yáñez  *Documentando el código...*  Comentarios (se ignoran):  #include <iostream>  using namespace std;  int main() // main() es donde empieza la ejecución  {  cout << "Hola Mundo!" << endl;  ...  Hasta el final de la línea: // Comentario de una línea  De varias líneas: /\* Comentario de varias  líneas seguidas \*/  Fundamentos de la programación: Tipos e instrucciones  *La infraestructura*  Código para reutilizar:  #include <iostream>  using namespace std;  int main() // main() es donde empieza la ejecución  {  cout << "Hola Mundo!" << endl;  return 0;  }  Bibliotecas de funciones a nuestra disposición  Fundamentos de la programación: Tipos e instrucciones  Una directiva: empieza por #  Luis Hernández Yáñez  *Bibliotecas*  Se incluyen con la *directiva* #include:  #include <iostream>  (Utilidades de entrada/salida por consola)  Para mostrar o leer datos hay que incluir la biblioteca iostream  *Espacios de nombres*  En iostream hay espacios de nombres; ¿cuál queremos?  #include <iostream>  using namespace std;  Siempre usaremos el espacio de nombres estándar (std)  Muchas bibliotecas no tienen espacios de nombres  Fundamentos de la programación: Tipos e instrucciones  Es una instrucción: termina en ;  Luis Hernández Yáñez  *Compilación y enlace*  Página 77  hola.cpp  (código fuente)  hola.obj  (código objeto)  Compilador  Código objeto de  la biblioteca iostream  hola.exe  (ejecutable)  Enlazador  Fundamentos de la programación: Tipos e instrucciones I  Hola Mundo!  Cargador  A menudo en un paso  Luis Hernández Yáñez  *Elementos del programa*  #include <iostream>  using namespace std;  int main()  {  cout << "Hola Mundo!" << endl;  return 0;  }  Página 78  Las instrucciones terminan en ;  Fundamentos de la programación: Tipos e instrucciones I  Directiva  Instrucción  Declaración  Instrucción  Instrucción  Biblioteca  Espacio de nombres  Tipo Palabras reservadas  Datos literales  Cuerpo de la función  Cabecera de la función  Bloque de código  Cadena de caracteres Constante  Operador Operador  Variable  Número  Luis Hernández Yáñez  *Uso de espacio en blanco*  Separación de elementos por uno o más *espacios en blanco*  (espacios, tabuladores y saltos de línea)  El compilador los ignora  return  ¿Cuál se lee mejor?  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Programa con E/S por consola*  Una plantilla para empezar:  #include <iostream>  using namespace std;  int main()  {  return 0;  }  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *... recitado en la consola*  Mostrar los textos con cout <<:  #include <iostream>  using namespace std;  int main()  {  cout << "En un lugar de la Mancha," << endl;  cout << "de cuyo nombre no quiero acordarme," << endl;  cout << "no ha mucho tiempo que vivía un hidalgo de los de  lanza en astillero, ..." << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Introducción del código del programa*  Terminamos cada línea de código con un salto de línea (↲):  #include <iostream> ↲  using namespace std; ↲  ↲  int main() ↲  { ↲  cout << "En un lugar de la Mancha," << endl; ↲  cout << "de cuyo nombre no quiero acordarme," << endl; ↲  cout << "no ha mucho tiempo que vivía un hidalgo de los de  lanza en astillero, ..." << endl; ↲  return 0; ↲  } ↲  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Introducción del código del programa*  No hay que partir una cadena literal entre dos líneas:  cout << "no ha mucho tiempo que vivía un hidalgo de ↲  los de lanza en astillero, ..." << endl; ↲  *¡La cadena no termina (1ª línea)!*  *¡No se entiende* los *(2ª línea)!*  *Veamos cómo nos muestra los errores el compilador...*  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Mantenimiento y reusabilidad*   Usa espacio en blanco para separar los elementos:  cout << "En un lugar de la Mancha," << endl;  mejor que  cout<<"En un lugar de la Mancha,"<<endl;   Usa sangría (indentación) para el código de un bloque:  {  cout << "En un lugar de la Mancha," << endl;  ...  return 0;  }  *¡El estilo importa!*  Fundamentos de la programación: Tipos e instrucciones  ó  3 esp.  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones Operadores aritméticos + Suma  ‐ Resta  \* Multiplicación  / División  Operadores binarios  *operando\_izquierdo operador operando\_derecho*  Operación Resultado  3 + 4 7  2.56 ‐ 3 ‐0.44  143 \* 2 286  45.45 / 3 15.15  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Números literales (concretos)*   Enteros: sin parte decimal  Signo negativo (opcional) + secuencia de dígitos  3 143 ‐12 67321 ‐1234   Reales: con parte decimal  Signo negativo (opcional) + secuencia de dígitos  + punto decimal + secuencia de dígitos  3.1416 357.0 ‐1.333 2345.6789 ‐404.1  Fundamentos de la programación: Tipos e instrucciones  *Ejemplo*  #include <iostream>  using namespace std;  int main()  {  cout << "133 + 1234 = " << 133 + 1234 << endl;  cout << "1234 ‐ 111.5 = " << 1234 ‐ 111.5 << endl;  cout << "34 \* 59 = " << 34 \* 59 << endl;  cout << "3.4 \* 5.93 = " << 3.4 \* 5.93 << endl;  cout << "500 / 3 = " << 500 / 3 << endl; // Div. entera  cout << "500.0 / 3 = " << 500.0 / 3 << endl; // Div. real  return 0;  }  Fundamentos de la programación: Tipos e instrucciones  cálculos.cpp  Un texto Un número  Fundamentos de la programación: Tipos e instrucciones  División real  División entera  Luis Hernández Yáñez  *¿División entera o división real?*  Ambos operandos enteros  División entera  Algún operando real  División real  División Resultado  500 / 3 166  500.0 / 3 166.667  500 / 3.0 166.667  500.0 / 3.0 166.667  Fundamentos de la programación: Tipos e instrucciones  Fundamentos de la programación: Tipos e instrucciones  *Datos que se mantienen en memoria*  Variable: dato que se accede por medio de un nombre  Dato literal: un valor concreto  Variable: puede cambiar de valor (*variar*)  edad = 19; // variable edad y literal 19  Las variables deben ser declaradas  ¿Qué tipo de dato queremos mantener?   Valor numérico sin decimales (entero): tipo int   Valor numérico con decimales (real): tipo double  Declaración: *tipo nombre*;  Fundamentos de la programación: Tipos e instrucciones  *Declaración de variables*  int cantidad;  double precio;  Se reserva espacio suficiente LAS VARIABLES NO SE INICIALIZAN No se deben usar hasta que se les haya dado algún valor  *¿Dónde colocamos las declaraciones?*  Siempre, antes del primer uso  Habitualmente al principio de la función  Fundamentos de la programación: Tipos e instrucciones  Memoria  cantidad **?**  precio **?**  **...**  *tipo nombre*;  Luis Hernández Yáñez  *Declaración de variables*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones I  Memoria  cantidad **?**  precio **?**  total **?**  **...**  Podemos declarar varias de un mismo tipo  separando los nombres con comas  Capacidad de las variables  int  ‐2.147.483.648 ... 2.147.483.647  ‐2147483648 .. 2147483647  double  2,23 x 10‐308 ... 1,79 x 10+308 y sus negativos  [+|‐] 2.23e‐308 .. 1.79e+308  Problemas de precisión  Fundamentos de la programación: Tipos e instrucciones  *Asignación de valores a las variables (operador* =*)*  *variable* = *expresión*;  cantidad = 12; // int  precio = 39.95; // double  total = cantidad \* precio; // Asigna 479.4  Concordancia de tipos: cantidad = 12.5;  *¡¡¡A la izquierda del = debe ir siempre una variable!!!*  Fundamentos de la programación: Tipos e instrucciones  Instrucción: termina en ;  cantidad  12  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  *Expresiones*  Secuencias de operandos y operadores  *operando operador operando operador operando ...*  total = cantidad \* precio \* 1.18;  A igual prioridad se evalúan de izquierda a derecha  Paréntesis para forzar ciertas operaciones  total = cantidad1 + cantidad2 \* precio;  total = (cantidad1 + cantidad2) \* precio;  Unos operadores se evalúan antes que otros  Fundamentos de la programación: Tipos e instrucciones  *Precedencia de los operadores*  cantidad1 = 10;  cantidad2 = 2;  precio = 40.0;  \* y / se evalúan antes que + y ‐  total = cantidad1 + cantidad2 \* precio;  \* antes que +  10 + 2 \* 40,0  10 + 80,0  90,0  total = (cantidad1 + cantidad2) \* precio;  + antes que \*  (10 + 2) \* 40,0  12 \* 40,0  480,0  Fundamentos de la programación: Tipos e instrucciones  *Ejemplo de uso de variables y expresiones*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  cantidad = 12;  precio = 39.95;  total = cantidad \* precio;  cout << cantidad << " x " << precio << " = "  << total << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones I Página 101  variables.cpp  Memoria  **...**  *Ejemplo de uso de variables*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  Fundamentos de la programación: Tipos e instrucciones I Página 102  cantidad **?**  precio **?**  total **?**  *Ejemplo de uso de variables*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  cantidad = 12;  Fundamentos de la programación: Tipos e instrucciones  Memoria  **...**  cantidad **12**  precio **?**  total **?**  *Ejemplo de uso de variables*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  cantidad = 12;  precio = 39.95;  Fundamentos de la programación: Tipos e instrucciones  Memoria  **...**  cantidad **12**  precio **39.95**  total **?**  Luis Hernández Yáñez  *Ejemplo de uso de variables*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  cantidad = 12;  precio = 39.95;  total = cantidad \* precio;  Fundamentos de la programación: Tipos e instrucciones  Memoria  **...**  cantidad **12**  precio **39.95**  total **479.4**  *Ejemplo de uso de variables*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  cantidad = 12;  precio = 39.95;  total = cantidad \* precio;  cout << cantidad << " x " << precio << " = "  << total << endl;  Fundamentos de la programación: Tipos e instrucciones  Memoria  **...**  cantidad **12**  precio **39.95**  total **479.4**  *Ejemplo de uso de variables*  #include <iostream>  using namespace std;  int main()  {  int cantidad;  double precio, total;  cantidad = 12;  precio = 39.95;  total = cantidad \* precio;  cout << cantidad << " x " << precio << " = "  << total << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones  Luis Hernández Yáñez  cin (iostream)  Lectura de valores de variables: operador >> (*extractor*)  Fundamentos de la programación: Tipos e instrucciones  cin >> cantidad;  **cin** >> cantidad;  c*haracter* in*put stream*  Memoria  cantidad **?**  **...**  \_  **12**  1 2 ↲  1 2  Luis Hernández Yáñez  *El extractor* >>  *Transforma los caracteres introducidos en datos*  Cursor parpadeante: lugar de lectura del siguiente carácter  La entrada termina con Intro (cursor a la siguiente línea)  *¡El destino del extractor debe ser SIEMPRE una variable!*  Se ignoran los espacios en blanco iniciales  Fundamentos de la programación: Tipos e instrucciones I  cin  *Lectura de valores enteros (*int*)*  Se leen dígitos hasta encontrar un carácter que no lo sea  12abc↲ 12 abc↲ 12 abc↲ 12↲  Se asigna el valor 12 a la variable  El resto queda pendiente para la siguiente lectura  Recomendación: Lee cada variable en una línea 12↲  *Lectura de valores reales (*double*)*  Se leen dígitos, el punto decimal y otros dígitos  39.95.5abc↲ 39.95 abc↲ 39.95↲  Se asigna el valor 39,95 a la variable; el resto queda pendiente  Recomendación: Lee cada variable en una línea 39.95↲  Fundamentos de la programación: Tipos e instrucciones I Página 111  Luis Hernández Yáñez  *¿Qué pasa si el usuario se equivoca?*  El dato no será correcto  Aplicación profesional: código de comprobación y ayuda  Aquí supondremos que los usuarios no se equivocan  En ocasiones añadiremos comprobaciones sencillas  Fundamentos de la programación: Tipos e instrucciones I Página 112  Para evitar errores, lee cada dato en una instrucción aparte  Luis Hernández Yáñez  *¿Qué pasa si el usuario se equivoca?*  int cantidad;  double precio, total;  cout << "Introduce la cantidad: ";  cin >> cantidad;  cout << "Introduce el precio: ";  cin >> precio;  cout << "Cantidad: " << cantidad << endl;  cout << "Precio: " << precio << endl;  Fundamentos de la programación: Tipos e instrucciones I Página 113  No se puede leer un entero  0 para cantidad y Error  La lectura del precio falla: precio no toma valor (*basura*)  *¡Amigable con el usuario!*  ¿Qué tiene que introducir?  *¿Qué pasa si el usuario se equivoca?*  Fundamentos de la programación: Tipos e instrucciones I Página 114  12 para cantidad  No se puede leer un real   0 para precio y Error  12 para cantidad  .5  0,5 para precio  Lo demás queda pendiente  *¡¡¡Lectura correcta!!!*  *División de dos números*  *Pedir al usuario dos números y mostrarle el resultado*  *de dividir el primero entre el segundo*  Algoritmo.‐  1. Pedir el numerador  2. Pedir el denominador  3. Realizar la división, guardando el resultado  4. Mostrar el resultado  Fundamentos de la programación: Tipos e instrucciones I Página 115  Datos / cálculos  Variable denominador (double)  Variable resultado (double)  resultado = numerador / denominador  Variable numerador (double)  Luis Hernández Yáñez  Declaraciones Entrada Procesamiento Salida  *Entrada‐Proceso‐Salida*  Muchos programas se ajustan a un sencillo esquema:  Fundamentos de la programación: Tipos e instrucciones I Página 116  1. Leer numerador  2. Leer denominador  3. Calcular división en resultado  4. Mostrar resultado  *División de dos números*  *Pedir al usuario dos números y mostrarle el resultado de dividir el*  *primero entre el segundo.*  1. Leer numerador  2. Leer denominador  3. Calcular división en resultado  4. Mostrar resultado  Fundamentos de la programación: Tipos e instrucciones I Página 117  cin >> numerador;  cin >> denominador;  resultado = numerador / denominador;  *División de dos números*  #include <iostream>  using namespace std;  int main()  {  double numerador, denominador, resultado;  cout << "Numerador: ";  cin >> numerador;  cout << "Denominador: ";  cin >> denominador;  resultado = numerador / denominador;  cout << "Resultado: " << resultado << endl;  return 0;  }  Salida  Procesamiento  Entrada  Declaraciones  Fundamentos de la programación: Tipos e instrucciones I Página 118  división.cpp  \_  R\_esultado: \_64.5  Numerador: \_  Denominador: \_  129  2  \_  Fundamentos de la programación: Tipos e instrucciones I Página 119  Luis Hernández Yáñez  *Problema*  *Dadas la base y la altura de un triángulo, mostrar su área*  *Mostrar en la pantalla un texto que pida la base del triángulo. El usuario*  *introducirá el valor con el teclado. Mostrar en la pantalla un texto que*  *pida la altura del triángulo. El usuario introducirá el valor con el teclado.*  *Se calculará el área del triángulo y se mostrará en la pantalla.*  Fundamentos de la programación: Tipos e instrucciones I Página 120  Refinamiento  *Objetos: Datos que maneja el programa*  *Mostrar en la pantalla un texto que pida la base del triángulo. El usuario*  *introducirá la base con el teclado. Mostrar en la pantalla un texto que*  *pida la altura del triángulo. El usuario introducirá la altura con el*  *teclado. Se calculará el área del triángulo y se mostrará en la pantalla.*  Fundamentos de la programación: Tipos e instrucciones I Página 121  cout cadena literal  variable cin  cadena literal variable  variable  *Datos que maneja el programa: tipos*  Fundamentos de la programación: Tipos e instrucciones I Página 122  *Objeto Tipo ¿Varía? Nombre*  Pantalla Variable cout  "Introduzca la base del triángulo: " Constante *ninguno*  Base del triángulo double Variable base  Teclado Variable cin  "Introduzca la altura del triángulo: " Constante *ninguno*  Altura del triángulo double Variable altura  Área del triángulo double Variable area  Luis Hernández Yáñez  *Operaciones (acciones)*  *Mostrar en la pantalla un texto que pida la base del triángulo. El usuario*  *introducirá la base con el teclado. Mostrar en la pantalla un texto que*  *pida la altura del triángulo. El usuario introducirá la altura con el*  *teclado. Se calculará el área del triángulo y se mostrará en la pantalla.*  Fundamentos de la programación: Tipos e instrucciones I Página 123  cout << ... cin >> ...  area = base \* altura / 2  Luis Hernández Yáñez  Secuencia de acciones que ha de realizar el programa  para conseguir resolver el problema  1. Mostrar en la pantalla el texto que pida la base del triángulo  2. Leer del teclado el valor para la base del triángulo  3. Mostrar en la pantalla el texto que pida la altura  4. Leer del teclado el valor para la altura del triángulo  5. Calcular el área del triángulo  6. Mostrar el área del triángulo  Fundamentos de la programación: Tipos e instrucciones I Página 124  Luis Hernández Yáñez  #include <iostream>  using namespace std;  int main()  {  return 0;  }  Fundamentos de la programación: Tipos e instrucciones I Página 125  Algoritmo  traducido  a código  en C++  Declaraciones  1. Mostrar en la pantalla el texto que pida la base del triángulo  2. Leer del teclado el valor para la base del triángulo  3. Mostrar en la pantalla el texto que pida la altura del triángulo  4. Leer del teclado el valor para la altura del triángulo  5. Calcular el área del triángulo  6. Mostrar el área del triángulo  *El programa: implementación*  #include <iostream>  using namespace std;  int main()  {  double base, altura, area; // Declaraciones  cout << "Introduzca la base del triángulo: "; // 1  cin >> base; // 2  cout << "Introduzca la altura del triángulo: "; // 3  cin >> altura; // 4  area = base \* altura / 2; // 5  cout << "El área de un triángulo de base " << base // 6  << " y altura " << altura << " es: " << area << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones I Página 126  triángulo.cpp  Recuerda: las instrucciones terminan en ;  ¿triβngulo?  Fundamentos de la programación: Tipos e instrucciones I Página 127  Luis Hernández Yáñez  *Variabilidad de los datos*  Fundamentos de la programación: Tipos e instrucciones I Página 128  Datos  Constantes  Literales  Con nombre  Variables  "Introduzca la base del triángulo: "  3.141592653589  base, altura, area  Pi = 3.141592653589  Identificadores  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 129  Para variables y constantes con nombre  — *Nombre* de un dato (para accederlo/modificarlo)  — Deben ser descriptivos  Sintaxis:  Fundamentos de la programación: Tipos e instrucciones I Página 130  Al menos 32 caracteres significativos  0..9, a..z, A..Z, \_  a..z, A..Z, \_  *¡Ni eñes ni vocales acentuadas!*   palabras reservadas  cantidad prrecio total base altura area numerador  *Palabras reservadas del lenguaje C++*  asm auto bool break case catch char class const  const\_cast continue default delete do double  dynamic\_cast else enum explicit extern false  float for friend goto if inline int long  mutable namespace new operator private protected  public register reinterpret\_cast return short  signed sizeof static static\_cast struct switch  template this throw true try typedef typeid  typename union unsigned using virtual void  volatile while  Fundamentos de la programación: Tipos e instrucciones I Página 131  Luis Hernández Yáñez  *¿Qué identificadores son válidos?*  balance interesAnual  \_base\_imponible años  EDAD12 salario\_1\_mes  \_\_edad cálculoNómina  valor%100 AlgunValor  100caracteres valor?  \_12\_meses \_\_\_\_valor  Fundamentos de la programación: Tipos e instrucciones I Página 132  Z, \_  Fundamentos de la programación: Tipos e instrucciones I Página 133  *Tipos*  Cada dato, de un tipo concreto  Cada tipo establece:  — El conjunto (intervalo) de valores válidos  — El conjunto de operaciones que se pueden realizar  Expresiones con datos de distintos tipos (compatibles):  Transformación automática de tipos (*promoción de tipo*)  Fundamentos de la programación: Tipos e instrucciones I Página 134  125  true 'a'  3.14159  "Hola"  *Anexo del Tema 2: detalles técnicos*  int  Números enteros (sin decimales) 1363, ‐12, 49  float  Números reales 12.45, ‐3.1932, 1.16E+02  double  Números reales (mayores intervalo y precisión)  char  Caracteres 'a' , '{', '\t'  bool  Valores lógicos (verdadero/falso) true, false  string  Cadenas de caracteres (biblioteca string) "Hola Mundo!"  void  *Nada*, ausencia de tipo, ausencia de dato (*funciones*)  Fundamentos de la programación: Tipos e instrucciones I Página 135      Intervalo de valores: Juego de caracteres (ASCII)  Literales:  'a' '%' '\t'  Constantes de barra invertida (o *secuencias de escape*):  Caracteres de control  '\t' = tabulador '\n' = salto de línea …  Fundamentos de la programación: Tipos e instrucciones I Página 136  ASCII (códigos 32..127)  ISO‐8859‐1  (ASCII extendido: códigos 128..255)  1 byte  *Caracteres*  Sólo dos valores posibles:  — Verdadero (*true*)  — Falso (*false*)  Literales:  true false  Cualquier número distinto de 0 es equivalente a true  El 0 es equivalente a false  Fundamentos de la programación: Tipos e instrucciones I Página 137  *Valores lógicos*  Luis Hernández Yáñez  *C++ distingue entre mayúsculas y minúsculas*  int: palabra reservada de C++ para declarar datos enteros  Int, INT o inT no son palabras reservadas de C++  true: palabra reservada de C++ para el valor *verdadero*  True o TRUE no son palabras reservadas de C++  Fundamentos de la programación: Tipos e instrucciones I Página 138  "Hola" "Introduce el numerador: " "X142FG5TX?%A"  Secuencias de caracteres  Programas con variables de tipo string:  #include <string>  using namespace std;  Fundamentos de la programación: Tipos e instrucciones I Página 139  " "  Las comillas tipográficas (apertura/cierre) “…” NO sirven  Asegúrate de utilizar comillas rectas: "…"  char  *Cadenas de caracteres*  Fundamentos de la programación: Tipos e instrucciones I Página 140  tipos.cpp  #include <iostream>  #include <string>  using namespace std; // Un solo using... para ambas bibliotecas  int main()  {  int entero = 3; // Podemos asignar (inicializar) al declarar  double real = 2.153;  char caracter = 'a';  bool cierto = true;  string cadena = "Hola";  cout << "Entero: " << entero << endl;  cout << "Real: " << real << endl;  cout << "Carácter: " << caracter << endl;  cout << "Booleano: " << cierto << endl;  cout << "Cadena: " << cadena << endl;  return 0;  }  *¿Cuántos números hay en total en el programa?*  *¿Y caracteres? ¿Y cadenas? ¿Y booleanos?*  — signed / unsigned : con signo (por defecto) / sin signo  — short / long : menor / mayor intervalo de valores  Fundamentos de la programación: Tipos e instrucciones I Página 141  Tipo Intervalo  int ‐2147483648 .. 2147483647  unsigned int 0 .. 4294967295  short int ‐32768 .. 32768  unsigned short int 0 .. 65535  long int ‐2147483648 .. 2147483647  unsigned long int 0 .. 4294967295  double +|‐ 2.23e‐308 .. 1.79e+308  long double +|‐ 3.37E‐4932 .. 1.18E+4932  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 142  Luis Hernández Yáñez  [modificadores] tipo lista\_de\_variables;  Opcional  lista\_de\_variables  int i, j, l;  short int unidades;  unsigned short int monedas;  double balance, beneficio, perdida;  Fundamentos de la programación: Tipos e instrucciones I Página 143  *Identificador*  *Programación con buen estilo*:  Identificadores descriptivos  Espacio tras cada coma  Nombres de las variables en minúsculas  (Varias palabras: capitaliza cada inicial: interesPorMes)  Se reserva memoria suficiente para cada tipo de dato  int inicio;  short int unidades;  double balance;  Fundamentos de la programación: Tipos e instrucciones I Página 144  Memoria  01  02  03  04  05  06  07  08  09  10  11  12  13  14  15  **. . .**  inicio  unidades  balance  Luis Hernández Yáñez  *¡En C++ las variables no se inicializan automáticamente!*  *¡Una variable debe ser haber sido inicializada antes de ser accedida!*  ¿Cómo se inicializa una variable?  — Al leer su valor (cin >>)  — Al asignarle un valor (instrucción de asignación)  — Al declararla  Inicialización en la propia declaración:  Fundamentos de la programación: Tipos e instrucciones I Página 145  … *Identificador* = *Expresión* Expresión: valor compatible  En particular, una expresión  puede ser un literal  int i = 0, j, l = 26;  short int unidades = 100;  Luis Hernández Yáñez  *Obtención del valor de una variable*   Nombre de la variable en una expresión  cout << balance;  cout << interesPorMes \* meses / 100;  *Modificación del valor de una variable*   Nombre de la variable a la izquierda del =  balance = 1214;  porcentaje = valor / 30;  Las variables han de haber sido previamente declaradas  Fundamentos de la programación: Tipos e instrucciones I Página 146  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 147  Luis Hernández Yáñez  *El operador =*  A la izquierda, SIEMPRE una variable  int i, j = 2;  i = 23 + j \* 5; // i toma el valor 33  = *Expresión* ;  Fundamentos de la programación: Tipos e instrucciones I Página 148  *Variable*  *Errores*  int a, b, c;  5 = a;  // ERROR: un literal no puede recibir un valor  a + 23 = 5;  // ERROR: no puede haber una expresión a la izda.  b = "abc";  // ERROR: un entero no puede guardar una cadena  c = 23 5;  // ERROR: expresión no válida (falta operador)  Fundamentos de la programación: Tipos e instrucciones I Página 149  int i, j = 2;  i = 23 + j \* 5;  Fundamentos de la programación: Tipos e instrucciones I Página 150  Memoria  01  02  03  04  05  06  07  08  09  10  **. . .**  i  j 2  ?  Memoria  01  02  03  04  05  06  07  08  09  10  **. . .**  i  j 2  23 + 2 \* 5 33  Necesitamos una variable auxiliar  double a = 3.45, b = 127.5, aux;  Fundamentos de la programación: Tipos e instrucciones I Página 151  a 3.45  b 127.5  aux ?  a 3.45  b 127.5  aux 3.45  a 127.5  b 127.5  aux 3.45  a 127.5  b 3.45  aux 3.45  aux = a;  a = b;  b = aux;  Fundamentos de la programación: Tipos e instrucciones I Página 152  Luis Hernández Yáñez  *Operaciones sobre valores de los tipos*  Cada tipo determina las operaciones posibles  Tipos de datos numéricos (int, float y double):  — Asignación (=)  — Operadores aritméticos  — Operadores relacionales (menor, mayor, igual, ...)  Tipo de datos bool:  — Asignación (=)  — Operadores lógicos (Y, O, NO)  Tipos de datos char y string:  — Asignación (=)  — Operadores relacionales (menor, mayor, igual, ...)  Fundamentos de la programación: Tipos e instrucciones I Página 153  Luis Hernández Yáñez  *Operadores para tipos de datos numéricos*  Fundamentos de la programación: Tipos e instrucciones I Página 154  Operador Operandos Posición int float / double  ‐ 1 (monario) Prefijo Cambio de signo  + 2 (binario) Infijo Suma  ‐ 2 (binario) Infijo Resta  \* 2 (binario) Infijo Producto  / 2 (binario) Infijo Div. entera División real  % 2 (binario) Infijo Módulo No aplicable  ++ 1 (monario) Prefijo / postfijo Incremento  ‐‐ 1 (monario) Prefijo / postfijo Decremento  *Operadores monarios y operadores binarios*  Operadores monarios (*unarios*)  — Cambio de signo (‐):  Delante de variable, constante o expresión entre paréntesis  ‐saldo ‐RATIO ‐(3 \* a ‐ b)  — Incremento/decremento (sólo variables) (prefijo/postfijo):  ++interes ‐‐meses j++ // 1 más ó 1 menos  Operadores binarios  — Operando izquierdo operador operando derecho  Operandos: literales, constantes, variables o expresiones  2 + 3 a \* RATIO ‐a + b  (a % b) \* (c / d)  Fundamentos de la programación: Tipos e instrucciones I Página 155  Luis Hernández Yáñez  *¿División entera o división real?*  Ambos operandos enteros: división entera  int i = 23, j = 2;  cout << i / j; // Muestra 11  Algún operando real: división real  int i = 23;  double j = 2;  cout << i / j; // Muestra 11.5  Fundamentos de la programación: Tipos e instrucciones I Página 156  *Módulo (resto de la división entera)*  Ambos operandos han de ser enteros  int i = 123, j = 5;  cout << i % j; // Muestra 3  División entera:  No se obtienen decimales  Queda un resto  Fundamentos de la programación: Tipos e instrucciones I Página 157  %  123 5  3 24  123 % 5  *Operadores de incremento y decremento*  Incremento/decremento de la variable numérica en una unidad  Prefijo: Antes de acceder  int i = 10, j;  j = ++i; // Incrementa antes de copiar  cout << i << " ‐ " << j; // Muestra 11 ‐ 11  Postfijo: Después de acceder  int i = 10, j;  j = i++; // Copia y después incrementa  cout << i << " ‐ " << j; // Muestra 11 ‐ 10  Fundamentos de la programación: Tipos e instrucciones I Página 158  ++/‐‐  No mezcles ++ y ‐‐ con otros operadores  i=i+1;  j=i;  j=i;  i=i+1;  Fundamentos de la programación: Tipos e instrucciones I Página 159  #include <iostream> operadores.cpp  using namespace std;  int main() {  int entero1 = 15, entero2 = 4;  double real1 = 15.0, real2 = 4.0;  cout << "Operaciones entre los números 15 y 4:" << endl;  cout << "División entera (/): " << entero1 / entero2 << endl;  cout << "Resto de la división (%): " << entero1 % entero2 << endl;  cout << "División real (/): " << real1 / real2 << endl;  cout << "Num = " << real1 << endl;  real1 = ‐real1;  cout << "Cambia de signo (‐): " << real1 << endl;  real1 = ‐real1;  cout << "Vuelve a cambiar (‐): " << real1 << endl;  cout << "Se incrementa antes (++ prefijo): " << ++real1 << endl;  cout << "Se muestra antes de incrementar (posfijo ++): "  << real1++ << endl;  cout << "Ya incrementado: " << real1 << endl;  return 0;  Fundamentos de la programación: Tipos e instrucciones I Página 160  Luis Hernández Yáñez  *¿En qué orden se evalúan los operadores?*  3 + 5 \* 2 / 2 ‐ 1  ¿De izquierda a derecha?  ¿De derecha a izquierda?  ¿Unos antes que otros?  Precedencia de los operadores (prioridad):  Se evalúan antes los de mayor precedencia  ¿Y si tienen igual prioridad?  Normalmente, de izquierda a derecha  Paréntesis: fuerzan a evaluar su subexpresión  Fundamentos de la programación: Tipos e instrucciones I Página 161  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 162  Precedencia Operadores  Mayor prioridad ++ ‐‐ (postfijos)  ++ ‐‐ (prefijos)  ‐ (cambio de signo)  \* / %  Menor prioridad + ‐  3 + 5 \* 2 / 2 ‐ 1  Misma precedencia:  Izquierda antes  Misma precedencia:  Izquierda antes  Mayor  precedencia  3 + 10 / 2 ‐ 1 3 + 5 ‐ 1  8 ‐ 1  7  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 163  ((3 + 5) \* 4 + 12) / 4 ‐ (3 \* 2 ‐ 1) Primero, los paréntesis...  \* antes que ‐  (8 \* 4 + 12) / 4 ‐ (6 ‐ 1)  \* antes que +  (32 + 12) / 4 ‐ 5  44 / 4 ‐ 5  11 ‐ 5  6  / antes que ‐  Pon espacio antes y después  de cada operador binario  Luis Hernández Yáñez  #include <iostream>  using namespace std;  int main()  {  double x, f;  cout << "Introduce el valor de X: ";  cin >> x;  f = 3 \* x \* x / 5 + 6 \* x / 7 ‐ 3;  cout << "f(x) = " << f << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones I Página 164  fórmula.cpp  Usa paréntesis para mejorar la legibilidad:  f = (3 \* x \* x / 5) + (6 \* x / 7) ‐ 3;  Luis Hernández Yáñez  *variable* = *variable operador op\_derecho*;  *variable operador*= *op\_derecho*;  *Asignación Abreviatura*  a = a + 12; a += 12;  a = a \* 3; a \*= 3;  a = a ‐ 5; a ‐= 5;  a = a / 37; a /= 37;  a = a % b; a %= b;  Fundamentos de la programación: Tipos e instrucciones I Página 165  Igual precedencia  que la asignación  De momento,  mejor evitarlas  La misma   Luis Hernández Yáñez  *¿Valor siguiente al máximo?*  Valor mayor del máximo (o menor del mínimo) del tipo  short int i = 32767; // Valor máximo para short int  i++; // 32768 no cabe en un short int  cout << i; // Muestra ‐32768  Bit de signo  0 = positivo  1 = negativo  Fundamentos de la programación: Tipos e instrucciones I Página 166  **0 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1**  **1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0**  + **0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1**  32767  ‐32768  + 1  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 167  Luis Hernández Yáñez  *Declaración de constantes* Modificador de acceso const  *Variables inicializadas a las que no dejamos variar*  Fundamentos de la programación: Tipos e instrucciones I Página 168  *Declaración de variable con inicializador*  *Programación con buen estilo*:  Pon en mayúscula la primera letra  de una constante o todo su nombre  La constante no podrá volver a  aparecer a la izquierda de un =  const  const short int Meses = 12;  const double Pi = 3.141592,  RATIO = 2.179 \* Pi;  Luis Hernández Yáñez   Aumentan la legibilidad del código  cambioPoblacion = (0.1758 ‐ 0.1257) \* poblacion; *vs.*  cambioPoblacion = (RatioNacimientos ‐ RatioMuertes) \* poblacion;   Facilitan la modificación del código  double compra1 = bruto1 \* 18 / 100;  double compra2 = bruto2 \* 18 / 100;  double total = compra1 + compra2;  cout << total << " (IVA: " << 18 << "%)" << endl;  const int IVA = 18;  double compra1 = bruto1 \* IVA / 100;  double compra2 = bruto2 \* IVA / 100;  double total = compra1 + compra2;  cout << total << " (IVA: " << IVA << "%)" << endl;  Fundamentos de la programación: Tipos e instrucciones I Página 169  ¿Cambio del IVA al 21%?  3 cambios  1 cambio  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 170  constantes.cpp  #include <iostream>  using namespace std;  int main() {  const double Pi = 3.141592;  double radio = 12.2, circunferencia;  circunferencia = 2 \* Pi \* radio;  cout << "Circunferencia de un círculo de radio "  << radio << ": " << circunferencia << endl;  const double Euler = 2.718281828459; // Número e  cout << "Número e al cuadrado: " << Euler \* Euler << endl;  const int IVA = 21;  int cantidad = 12;  double precio = 39.95, neto, porIVA, total;  neto = cantidad \* precio;  porIVA = neto \* IVA / 100;  total = neto + porIVA;  cout << "Total compra: " << total << endl;  return 0;  }  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 171  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 172  abs(x) Valor absoluto de x  pow(x, y) x elevado a y  sqrt(x) Raíz cuadrada de x  ceil(x) Menor entero que es mayor o igual que x  floor(x) Mayor entero que es menor o igual que x  exp(x) ex  log(x) Ln x (logaritmo natural de x)  log10(x) Logaritmo en base 10 de x  sin(x) Seno de x  cos(x) Coseno de x  tan(x) Tangente de x  round(x) Redondeo al entero más próximo  trunc(x) Pérdida de la parte decimal (entero)  #include <cmath>  Algunas ...  Luis Hernández Yáñez  #include <iostream>  using namespace std;  #include <cmath>  int main() {  double x, y, f;  cout << "Valor de X: ";  cin >> x;  cout << "Valor de Y: ";  cin >> y;  f = 2 \* pow(x, 5) + sqrt(pow(x, 3) / pow(y, 2))  / abs(x \* y) ‐ cos(y);  cout << "f(x, y) = " << f << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones I Página 173  Pon un espacio detrás de cada coma en las listas de argumentos  mates.cpp  pow() con argumento entero:  Usa el molde double():  pow(double(i), 5)  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 174  Luis Hernández Yáñez  Asignación, ++/‐‐ y operadores relacionales  *Funciones para caracteres* (biblioteca cctype)  isalnum(c) true si c es una letra o un dígito  isalpha(c) true si c es una letra  isdigit(c) true si c es un dígito  islower(c) true si c es una letra minúscula  isupper(c) true si c es una letra mayúscula  toupper(c) devuelve la mayúscula de c  tolower(c) devuelve la minúscula de c  …  Fundamentos de la programación: Tipos e instrucciones I Página 175  char  false en caso contrario  Luis Hernández Yáñez  ...  #include <cctype>  int main() {  char caracter1 = 'A', caracter2 = '1', caracter3 = '&';  cout << "Carácter 1 (" << caracter1 << ").‐" << endl;  cout << "Alfanumérico? " << isalnum(caracter1) << endl;  cout << "Alfabético? " << isalpha(caracter1) << endl;  cout << "Dígito? " << isdigit(caracter1) << endl;  cout << "Mayúscula? " << isupper(caracter1) << endl;  caracter1 = tolower(caracter1);  cout << "En minúscula: " << caracter1 << endl;  cout << "Carácter 2 (" << caracter2 << ").‐" << endl;  cout << "Alfabético? " << isalpha(caracter2) << endl;  cout << "Dígito? " << isdigit(caracter2) << endl;  cout << "Carácter 3 (" << caracter3 << ").‐" << endl;  cout << "Alfanumérico? " << isalnum(caracter3) << endl;  cout << "Alfabético? " << isalpha(caracter3) << endl;  cout << "Dígito? " << isdigit(caracter3) << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones I Página 176  caracteres.cpp  1  true / 0  false  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 177  Luis Hernández Yáñez  *Operadores relacionales*  Comparaciones (*condiciones*)  Condición simple ::= Expresión Operador\_relacional Expresión  Concordancia de tipo entre las expresiones  Resultado: bool (true o false)  Fundamentos de la programación: Tipos e instrucciones I Página 178  < menor que  <= menor o igual que  > mayor que  >= mayor o igual que  == igual que  != distinto de  Operadores (prioridad)  ...  \* / %  + ‐  < <= > >=  == !=  = += ‐= \*= /= %=  Luis Hernández Yáñez  Menor prioridad que los operadores aditivos y multiplicativos  bool resultado;  int a = 2, b = 3, c = 4;  resultado = a < 5; // 2 < 5  true  resultado = a \* b + c >= 12; // 10 >= 12  false  resultado = a \* (b + c) >= 12; // 14 >= 12  true  resultado = a != b; // 2 != 3  true  resultado = a \* b > c + 5; // 6 > 9  false  resultado = a + b == c + 1; // 5 == 5  true  Fundamentos de la programación: Tipos e instrucciones I Página 179  No confundas el operador de igualdad (==)  con el operador de asignación (=)  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 180  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 181  *Selección: bifurcación condicional*  true  *códigoT*  false  *códigoF*  if (*condición*) {  *códigoT*  }  else {  *códigoF*  }  *Condición*  int num;  cout << "Número: ";  cin >> num;  if (num % 2 == 0) {  cout << num << " es par";  }  else {  cout << num << " es impar";  }  Opcional: puede no haber else  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 182  #include <iostream>  using namespace std;  int main() {  int op1 = 13, op2 = 4;  int opcion;  cout << "1 ‐ Sumar" << endl;  cout << "2 ‐ Restar" << endl;  cout << "Opción: ";  cin >> opcion;  if (opcion == 1) {  cout << op1 + op2 << endl;  }  else {  cout << op1 ‐ op2 << endl;  }  return 0;  }  selección.cpp  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 183  Luis Hernández Yáñez  {  *intrucción1*  *intrucción2*  ...  *intrucciónN*  }  Fundamentos de la programación: Tipos e instrucciones I Página 184  *Agrupación de instrucciones*  Grupo de instrucciones a ejecutar en una rama del if  Tab ó  3 esp.  int num, total = 0;  cin >> num;  if (num > 0)  {  cout << "Positivo";  total = total + num;  }  cout << endl;  Ámbito local  (declaraciones locales)  { *instrucción* }  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 185  *Posición de las llaves: cuestión de estilo*  if (num > 0) if (num > 0) {  { cout << "Positivo";  cout << "Positivo"; total = total + num;  total = total + num; }  } cout << endl;  cout << endl;  *No necesitamos las llaves si sólo hay una instrucción*  if (num > 0) { if (num > 0)  cout << "Positivo"; cout << "Positivo";  }  Usaremos siempre llaves por simplicidad...  Evita poner el if y la instrucción objetivo en la misma línea:  if (num > 0) cout << "Positivo";    Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 186  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 187  *Repetición o iteración condicional*  while (*condición*) {  *cuerpo*  }  *Cuerpo*  true false  Bloque  de código  Si la condición es false al empezar,  no se ejecuta el cuerpo ninguna vez  while ( *condición* ) *cuerpo*  *Condición*  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 188  #include <iostream>  using namespace std;  int main() {  int i = 1, n = 0, suma = 0;  while (n <= 0) { // Sólo n positivo  cout << "¿Cuántos números quieres sumar? ";  cin >> n;  }  while (i <= n) {  suma = suma + i;  i++;  }  cout << "Sumatorio de i (1 a " << n << ") = "  << suma << endl;  return 0;  }  serie.cpp  Luis Hernández Yáñez  false  *Iteración condicional*  Fundamentos de la programación: Tipos e instrucciones I Página 189  while (i <= n) {  suma = suma + i;  i++;  }  n i 1  suma 0  suma += i;  i++;  true  2  1  3  3  4  6  5  10  5  6  15  i <= n  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 190  Luis Hernández Yáñez  **7 3 5 . 3 5 1 1 6 = l a t o T**  *Flujos de texto (streams)*  Conectan la ejecución del programa con los dispositivos de E/S  Son secuencias de caracteres  Entrada por teclado: flujo de entrada cin (tipo istream)  Salida por pantalla: flujo de salida cout (tipo ostream)  Fundamentos de la programación: Tipos e instrucciones I Página 191  Programa  cin cout  Biblioteca iostream con espacio de nombres std  *Flujo de entrada* >> *Variable*  *Flujo de salida* << *Expresión*  Extractor  Insertor  #include <iostream>  using namespace std;  Luis Hernández Yáñez  Salta los *espacios en blanco* (espacios, tabuladores o saltos de línea)  — char  Se lee un carácter en la variable  — int  Se leen dígitos y se transforman en el valor a asignar  — float/double:  Se leen dígitos (quizá el punto y más dígitos) y se asigna el valor  — bool:  Si se lee 1, se asigna true; con cualquier otro valor se asigna false  Fundamentos de la programación: Tipos e instrucciones I Página 192  cin >> *Variable*  Se amigable con el usuario  Lee cada dato en una línea  cout << "Introduce tu edad: ";  cin >> edad;  Luis Hernández Yáñez  cin >> *cadena* termina con el primer espacio en blanco  cin.sync() descarta la entrada pendiente  Fundamentos de la programación: Tipos e instrucciones I Página 193  *¿Cómo leer varias palabras?*  *Siguiente página...*  apellidos recibe "Antonio"  string nombre, apellidos;  cout << "Nombre: ";  cin >> nombre;  cout << "Apellidos: ";  cin >> apellidos;  cout << "Nombre completo: "  << nombre << " "  << apellidos << endl;  string nombre, apellidos;  cout << "Nombre: ";  cin >> nombre;  cin.sync();  cout << "Apellidos: ";  cin >> apellidos;  cout << ...  #include <string>  using namespace std;  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 194  *Lectura sin saltar los espacios en blanco iniciales*  Llamada a funciones con el operador punto (.) :  El operador punto permite llamar a una función sobre una variable  *variable*.*función*(*argumentos*)  Lectura de un carácter sin saltar espacios en blanco:  cin.get(c); // Lee el siguiente carácter  Lectura de cadenas sin saltar los espacios en blanco:  getline(cin, *cad*);  Lee todo lo que haya hasta el final de la línea (Intro  )  Recuerda:  *Espacios en blanco* son espacios, tabuladores, saltos de línea, ...  Luis Hernández Yáñez  *Representación textual de los datos*  int meses = 7;  cout << "Total: " << 123.45 << endl << " Meses: " << meses;  El valor double 123.45 se guarda en memoria en binario  Su representación textual es:'1' '2' '3' '.' '4' '5'  Fundamentos de la programación: Tipos e instrucciones I Página 195  *Expresión*  La biblioteca iostream  define la constante endl  como un salto de línea  cout <<  d 123.45  **5 4 . 3 2 1**  *¡Un número real!*  *¡Un texto!*  *(secuencia de caracteres)*  double d = 123.45;  cout << d;  Luis Hernández Yáñez  int meses = 7;  cout << "Total: " << 123.45 << endl << " Meses: " << meses;  Fundamentos de la programación: Tipos e instrucciones I Página 196  **T o t a l : 1 2 3 . 4 5**  **M e s e s : 7** Programa  cout  cout << 123.45 << endl << " Meses: " << meses;  cout << endl << " Meses: " << meses;  cout << " Meses: " << meses;  cout << meses; Total: 123.45  Meses: 7  cout << *Expresión*  Luis Hernández Yáñez  Constantes y funciones a enviar a cout para ajustar el formato de salida  Fundamentos de la programación: Tipos e instrucciones I Página 197  Biblioteca Constante/función Propósito  iostream showpoint /  noshowpoint  Mostrar o no el punto decimal para reales sin  decimales (34.0)  fixed Notación de punto fijo (reales) (123.5)  scientific Notación científica (reales) (1.235E+2)  boolalpha Valores bool como true / false  left / right Ajustar a la izquierda/derecha (por defecto)  iomanip setw(*anchura*)\* Nº de caracteres (anchura) para el dato  setprecision(*p*) Precisión: Nº de dígitos (en total)  Con fixed o scientific, nº de decimales  \*setw() sólo afecta al siguiente dato que se escriba,  mientras que los otros afectan a todos  #include <iomanip>  Luis Hernández Yáñez  bool fin = false;  cout << fin << "‐>" << boolalpha << fin << endl;  double d = 123.45;  char c = 'x';  int i = 62;  cout << d << c << i << endl;  cout << "|" << setw(8) << d << "|" << endl;  cout << "|" << left << setw(8) << d << "|" << endl;  cout << "|" << setw(4) << c << "|" << endl;  cout << "|" << right << setw(5) << i << "|" << endl;  double e = 96;  cout << e << " ‐ " << showpoint << e << endl;  cout << scientific << d << endl;  cout << fixed << setprecision(8) << d << endl;  Fundamentos de la programación: Tipos e instrucciones I Página 198  0‐>false  123.45x62  | 123.45|  |123.45 |  |x |  | 62|  96 ‐ 96.0000  1.234500e+002  123.45000000  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones I Página 199  Luis Hernández Yáñez  Los programas pueden incluir otras funciones además de main()  Forma general de una función en C++:  *tipo nombre*(*parámetros*) // Cabecera  {  // *Cuerpo*  }   *Tipo* de dato que devuelve la función como resultado   *Parámetros* para proporcionar datos a la función  Declaraciones de variables separadas por comas   *Cuerpo*: secuencia de declaraciones e instrucciones  ¡Un bloque de código!  Fundamentos de programación: Tipos e instrucciones I Página 200  Luis Hernández Yáñez   Datos locales: declarados en el cuerpo de la función  Datos auxiliares que utiliza la función (puede no haber)   Parámetros: declarados en la cabecera de la función  Datos de entrada de la función (puede no haber)  Ambos son de uso exclusivo de la función y no se conocen fuera  double f(int x, int y) {  // Declaración de datos locales:  double resultado;  // Instrucciones:  resultado = 2 \* pow(x, 5) + sqrt(pow(x, 3)  / pow(y, 2)) / abs(x \* y) ‐ cos(y);  return resultado; // Devolución del resultado  }  Fundamentos de programación: Tipos e instrucciones I Página 201  Luis Hernández Yáñez  *Llamada a una función con parámetros*  *Nombre*(*Argumentos*)  Al llamar a la función:  — Tantos argumentos entre los paréntesis como parámetros  — Orden de declaración de los parámetros  — Cada argumento: mismo tipo que su parámetro  — Cada argumento: expresión válida (se pasa el resultado)  Se copian los valores resultantes de las expresiones  en los correspondientes parámetros  Llamadas a la función: en expresiones de otras funciones  int valor = f(2, 3);  Fundamentos de programación: Tipos e instrucciones I Página 202  Luis Hernández Yáñez  *Se copian los argumentos en los parámetros*  int funcion(int x, double a) {  ...  }  int main() {  int i = 124;  double d = 3;  funcion(i, 33 \* d);  ...  return 0; // main() devuelve 0 al S.O.  }  Fundamentos de programación: Tipos e instrucciones I Página 203  Memoria  i 124  d 3.0  **...**  **...**  x 124  a 99.0  **...**  Los argumentos no se modifican  Luis Hernández Yáñez  *La función ha de devolver un resultado*  La función termina su ejecución devolviendo un resultado  La instrucción return *(sólo una en cada función)*  — Devuelve el dato que se pone a continuación (tipo de la función)  — Termina la ejecución de la función  El dato devuelto sustituye a la llamada de la función:  int cuad(int x) { int main() {  return x \* x; cout << 2 \* cuad(16);  x = x \* x;  } return 0;  }  Fundamentos de programación: Tipos e instrucciones I Página 204  256  Esta instrucción  no se ejecutará nunca  Luis Hernández Yáñez  *¿Qué funciones hay en el programa?*  Colocaremos las funciones después de main()  *¿Son correctas las llamadas a funciones del programa?*  — ¿Existe la función?  — ¿Concuerdan los argumentos con los parámetros?   Prototipos tras las inclusiones de bibliotecas  Prototipo de función: Cabecera de la función terminada en ;  double f(int x, int y);  int funcion(int x, double a)  int cuad(int x);  ...  Fundamentos de programación: Tipos e instrucciones I Página 205  main() es la única función  que no hay que prototipar  Luis Hernández Yáñez  #include <iostream>  using namespace std;  #include <cmath>  // Prototipos de las funciones (excepto main())  bool par(int num);  bool letra(char car);  int suma(int num);  double formula(int x, int y);  int main() {  int numero, sum, x, y;  char caracter;  double f;  cout << "Entero: ";  cin >> numero;  if (par(numero)) {  cout << "Par";  }  ...  Fundamentos de programación: Tipos e instrucciones I Página 206  Luis Hernández Yáñez  else {  cout << "Impar";  }  cout << endl;  if (numero > 1) {  cout << "Sumatorio de 1 a " << numero << ": "  << suma(numero) << endl;  }  cout << "Carácter: ";  cin >> caracter;  if (!letra(caracter)) {  cout << "no ";  }  cout << "es una letra" << endl;  cout << "f(x, y) = " << formula(x, y) << endl;  // Los argumentos pueden llamarse igual o no que los parámetros  return 0;  }  ...  Fundamentos de programación: Tipos e instrucciones I Página 207  Luis Hernández Yáñez  // Implementación de las funciones propias  bool par(int num) {  bool esPar;  if (num % 2 == 0) {  esPar = true;  }  else {  esPar = false;  }  return esPar;  }  ...  Fundamentos de programación: Tipos e instrucciones I Página 208  Luis Hernández Yáñez  bool letra(char car) {  bool esLetra;  if ((car >= 'a') && (car <= 'z') || (car >= 'A') && (car <= 'Z')) {  esLetra = true;  }  else {  esLetra = false;  }  return esLetra;  }  int suma(int num) {  int sum = 0, i = 1;  while (i < num) {  sum = sum + i;  i++;  }  return sum;  }  ...  Fundamentos de programación: Tipos e instrucciones I Página 209  Luis Hernández Yáñez  double formula(int x, int y) {  double f;  f = 2 \* pow(x, 5) + sqrt(pow(x, 3) / pow(y, 2))  / abs(x \* y) ‐ cos(y);  return f;  }  Fundamentos de programación: Tipos e instrucciones I Página 210  funciones.cpp  Luis Hernández Yáñez  *Licencia CC (Creative Commons)*  Este tipo de licencias ofrecen algunos derechos a terceras personas  bajo ciertas condiciones.  Este documento tiene establecidas las siguientes:  Pulsa en la imagen de arriba a la derecha para saber más.  Fundamentos de la programación: Tipos e instrucciones I Página 211  Reconocimiento (*Attribution*):  En cualquier explotación de la obra autorizada por la licencia  hará falta reconocer la autoría.  No comercial (*Non commercial*):  La explotación de la obra queda limitada a usos no comerciales.  Compartir igual (*Share alike*):  La explotación autorizada incluye la creación de obras derivadas  siempre que mantengan la misma licencia al ser divulgadas.  **2A**  Grado en Ingeniería Informática  Grado en Ingeniería del Software  Grado en Ingeniería de Computadores  Luis Hernández Yáñez  Facultad de Informática  Universidad Complutense  Fundamentos de la programación  Luis Hernández Yáñez  int 214  float 216  Notación científica 217  double 218  char 220  bool 221  string 222  Literales con especificación de tipo 223  Fundamentos de la programación: Tipos e instrucciones I (Anexo)  Luis Hernández Yáñez  Intervalo de valores:  ‐2147483648 .. 2147483647  Bytes de memoria: 4\*  Literales:  1363, ‐12, 010 , 0x1A  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 214  01  02  03  04  05  06  07  08  09  **. . .**  Notación hexadecimal  (\*) Depende de la máquina  4 bytes es lo más habitual  Se puede saber cuántos  se usan con la función  sizeof(int)  Notación octal  +  ‐  0  x 0..9,A..F  0..9  0..9  0..7  *Números enteros*  Luis Hernández Yáñez  Números en notación octal (base 8: dígitos entre 0 y 7):  ‐010 = ‐8 en notación decimal  10 = 1 x 81 + 0 x 80 = 1 x 8 + 0  0423 = 275 en notación decimal  423 = 4 x 82 + 2 x 81 + 3 x 80 = 4 x 64 + 2 x 8 + 3 = 256  + 16 +3  Números en notación hexadecimal (base 16):  *Dígitos* posibles: 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, A, B, C, D, E, F  0x1F = 31 en notación decimal  1F = 1 x 161 + F x 160 = 1 x 16 + 15  0xAD = 173 en notación decimal  AD = A x 161 + D x 160 = 10 x 16 + 13 = 160 + 13  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 215  *Números enteros*  Luis Hernández Yáñez  Intervalo de valores:  +/‐ 1.18e‐38 .. 3.40e+38  Bytes de memoria: 4\*  Punto flotante. Precisión: 7 dígitos  Literales (punto decimal):   Notación normal: 134.45, ‐1.1764   Notación científica: 1.4E2, ‐5.23e‐02  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 216  01  02  03  04  05  06  07  08  09  **. . .**  (\*)sizeof(float)  0..9  +  ‐  +  ‐  +  ‐  .  .  e,E  0..9  0..9 0..9 0..9  *Números reales (con decimales)*  Luis Hernández Yáñez  Siempre un número (con o sin signo) con un solo dígito de parte  entera, seguido del exponente (potencia de 10):  ‐5.23e‐2  ‐5,23 x 10‐2  ‐0,0523  1.11e2  1,11 x 102  111,0  7.4523e‐04  7,4523 x 10‐4  0,00074523  ‐3.3333e+06  ‐3,3333 x 106  ‐3.333.300  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 217  Luis Hernández Yáñez  Intervalo de valores:  +/‐ 2.23e‐308 .. 1.79e+308  Bytes de memoria: 8\*  Punto flotante. Precisión: 15 dígitos  Literales (punto decimal):   Notación normal: 134.45, ‐1.1764   Notación científica: 1.4E2, ‐5.23e‐02  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 218  01  02  03  04  05  06  07  08  09  **. . .**  (\*)sizeof(double)  0..9  +  ‐  ‐  +  ‐  .  .  e,E  0..9  0..9 0..9 0..9  +  *Números reales (con decimales)*  Luis Hernández Yáñez  Intervalo de valores:  Juego de caracteres (ASCII)  Bytes de memoria: 1 (FC)  Literales:  'a', '%', '\t'  Constantes de barra invertida:  (O *secuencias de escape*)  Para caracteres de control  '\t' = tabulador, '\n' = salto de línea, …  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 219  01  02  03  04  05  06  07  08  09  **. . .**  *Carácter*  n, t, v, b, r, f, a, \  ' '  \  *Caracteres*  Luis Hernández Yáñez  Juego de caracteres ASCII:  ***A****merican* ***S****tandard* ***C****ode for* ***I****nformation* ***I****nterchange* (1963)  Caracteres con códigos entre 0 y 127 (7 bits)  — Caracteres de control:  Códigos del 0 al 31 y 127  Tabulación, salto de línea,...  — Caracteres imprimibles:  Códigos del 32 al 126  Juego de caracteres ASCII extendido (8 bits):  ISO‐8859‐1  + Códigos entre 128 y 255  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 220  Multitud de codificaciones:  EBCDIC, UNICODE, UTF‐8, ...  Luis Hernández Yáñez  Sólo dos valores posibles:  — Verdadero (*true*)  — Falso (*false*)  Bytes de memoria: 1 (FC)  Literales:  true, false  En realidad, cualquier número  distinto de 0 es equivalente a true  y el número 0 es equivalente a false  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 221  01  02  03  04  05  06  07  08  09  **. . .**  *Valores lógicos*  Luis Hernández Yáñez  "Hola", "Introduce el numerador: ", "X142FG5TX?%A"  Secuencias de caracteres  Se asigna la memoria que se necesita para la secuencia concreta  Requieren la biblioteca string con el espacio de nombres std:  #include <string>  using namespace std;  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 222  *Carácter*  *¡Ojo!*  Las comillas tipográficas (apertura/cierre) “…” te darán problemas  al compilar. Asegúrate de utilizar comillas rectas: "…"  " "  *Cadenas de caracteres*  Luis Hernández Yáñez  Por defecto un literal entero se considera un dato int  — long int: 35L, 1546l  — unsigned int: 35U, 1546u  — unsigned long int: 35UL, 1546ul  Por defecto un literal real se considera un dato double  — float: 1.35F, 15.46f  — long double: 1.35L, 15.46l  *Abreviaturas para modificadores de tipos*  short  short int  long  long int  Es preferible evitar el uso de tales abreviaturas:  *Minimizar la cantidad de información a recordar*  *sobre el lenguaje*  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 223  Luis Hernández Yáñez  *Licencia CC (Creative Commons)*  Este tipo de licencias ofrecen algunos derechos a terceras personas  bajo ciertas condiciones.  Este documento tiene establecidas las siguientes:  Pulsa en la imagen de arriba a la derecha para saber más.  Fundamentos de la programación: Tipos e instrucciones I (Anexo) Página 224  Reconocimiento (*Attribution*):  En cualquier explotación de la obra autorizada por la licencia  hará falta reconocer la autoría.  No comercial (*Non commercial*):  La explotación de la obra queda limitada a usos no comerciales.  Compartir igual (*Share alike*):  La explotación autorizada incluye la creación de obras derivadas  siempre que mantengan la misma licencia al ser divulgadas.  **3**  Grado en Ingeniería Informática  Grado en Ingeniería del Software  Grado en Ingeniería de Computadores  Luis Hernández Yáñez  Facultad de Informática  Universidad Complutense  Fundamentos de la programación  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones II  Tipos, valores y variables 227  Conversión de tipos 232  Tipos declarados por el usuario 236  Tipos enumerados 238  Entrada/Salida  con archivos de texto 248  Lectura de archivos de texto 253  Escritura en archivos de texto 266  Flujo de ejecución 272  Selección simple 276  Operadores lógicos 282  Anidamiento de if 286  Condiciones 290  Selección múltiple 293  La escala if‐else‐if 295  La instrucción switch 302  Repetición 313  El bucle while 316  El bucle for 321  Bucles anidados 331  Ámbito y visibilidad 339  Secuencias 349  Recorrido de secuencias 355  Secuencias calculadas 363  Búsqueda en secuencias 370  Arrays de datos simples 374  Uso de variables arrays 379  Recorrido de arrays 382  Búsqueda en arrays 387  Arrays no completos 393  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones II Página 227  Luis Hernández Yáñez  *Tipo*  Conjunto de valores con sus posibles operaciones  *Valor*  Conjunto de bits interpretados como de un tipo concreto  *Variable (o constante)*  Cierta memoria con nombre para valores de un tipo  *Declaración*  Instrucción que identifica un nombre  *Definición*  Declaración que asigna memoria a una variable o constante  Fundamentos de la programación: Tipos e instrucciones II Página 228  Luis Hernández Yáñez  Memoria suficiente para su tipo de valores  short int i = 3;  int j = 9;  char c = 'a';  double x = 1.5;  El significado de los bits depende del tipo de la variable:  00000000 00000000 00000000 01111000  Interpretado como int es el entero 120  Interpretado como char (sólo 01111000) es el carácter 'x'  Fundamentos de la programación: Tipos e instrucciones II Página 229  i 3  j 9  c a  x 1.5  Luis Hernández Yáñez   Simples   Estándar: int, float, double, char, bool  Conjunto de valores predeterminado   Definidos por el usuario: *enumerados*  Conjunto de valores definido por el programador   Estructurados (Tema 5)   Colecciones homogéneas: *arrays*  Todos los elementos de la colección de un mismo tipo   Colecciones heterogéneas: *estructuras*  Elementos de la colección de tipos distintos  Fundamentos de programación: Tipos e instrucciones II Página 230  Luis Hernández Yáñez  Con sus posibles modificadores:  [unsigned] [short] int  long long int  float  [long] double  char  bool  Fundamentos de la programación: Tipos e instrucciones II Página 231  Definición de variables:  *tipo nombre* [ = *expresión*] [, ...];  Definición de constantes con nombre:  const *tipo nombre* = *expresión*;  long int  int  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones II Página 232  Luis Hernández Yáñez  *Promoción de tipos*  Dos operandos de tipos distintos:  El valor del tipo *menor* se promociona al tipo *mayor*  short int i = 3;  int j = 2;  double a = 1.5, b;  b = a + i \* j;  Fundamentos de la programación: Tipos e instrucciones II Página 233  **long double**  **double**  **float**  **long int**  **int**  **short int**  Promoción  Valor 3 short int (2 bytes)  int (4 bytes)  Valor 6 int (4 bytes)  double (8 bytes)  b = a + 3 \* 2;  b = 1.5 + 6;  Luis Hernández Yáñez  Conversión segura:  De un tipo menor a un tipo mayor  short int  int  long int  ...  Conversión no segura:  De un tipo mayor a un tipo menor  int entero = 1234;  char caracter;  caracter = entero; // Conversión no segura  Menor memoria: Pérdida de información en la conversión  Fundamentos de la programación: Tipos e instrucciones II Página 234  **long double**  **double**  **float**  **long int**  **int**  **short int**  Luis Hernández Yáñez  Fuerzan una conversión de tipo:  *tipo*(*expresión*)  El valor resultante de la *expresión* se trata como un valor del *tipo*  int a = 3, b = 2;  cout << a / b; // Muestra 1 (división entera)  cout << double(a) / b; // Muestra 1.5 (división real)  Tienen la mayor prioridad  Fundamentos de la programación: Tipos e instrucciones II Página 235  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones II Página 236  Luis Hernández Yáñez  Describimos los valores de las variables del tipo  typedef *descripción nombre\_de\_tipo*;  Fundamentos de la programación: Tipos e instrucciones II Página 237  Nombres de tipos propios:  t minúscula seguida de una o varias palabras capitalizadas  Los colorearemos en naranja, para remarcar que son tipos  typedef *descripción* tMiTipo;  typedef *descripción* tMoneda;  typedef *descripción* tTiposDeCalificacion;  *Identificador válido*  *Declaración de tipo frente a definición de variable*  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones II Página 238  Luis Hernández Yáñez  Enumeración del conjunto de valores posibles para las variables:  enum { *símbolo1*, *símbolo2*, ..., *símboloN* }  enum { centimo, dos\_centimos, cinco\_centimos,  diez\_centimos, veinte\_centimos,  medio\_euro, euro }  Valores literales que pueden tomar las variables (en amarillo)  Fundamentos de la programación: Tipos e instrucciones II Página 239  enum  ,  { Identificador }  Luis Hernández Yáñez  typedef *descripción nombre\_de\_tipo*;  Elegimos un nombre para el tipo: tMoneda  typedef enum { centimo, dos\_centimos, cinco\_centimos,  diez\_centimos, veinte\_centimos,  medio\_euro, euro } tMoneda;  Fundamentos de la programación: Tipos e instrucciones II Página 240  En el ámbito de la declaración, se reconoce un nuevo tipo tMoneda  tMoneda moneda1, moneda2;  Cada variable de ese tipo contendrá alguno de los símbolos  moneda1 = dos\_centimos;  moneda2 = euro;  moneda1 dos\_centimos  moneda2 euro  *descripción*  Mejoran la legibilidad  (Internamente se usan enteros)  Luis Hernández Yáñez  typedef enum { enero, febrero, marzo, abril, mayo,  junio, julio, agosto, septiembre, octubre,  noviembre, diciembre } tMes;  tMes mes;  Lectura de la variable mes:  cin >> mes;  Se espera un valor entero  No se puede escribir directamente enero o junio  Y si se escribe la variable en la pantalla:  cout << mes;  Se verá un número entero   Código de entrada/salida específico  Fundamentos de la programación: Tipos e instrucciones II Página 241  Luis Hernández Yáñez  typedef enum { enero, febrero, marzo, abril, mayo, junio, julio,  agosto, septiembre, octubre, noviembre, diciembre } tMes;  Fundamentos de la programación: Tipos e instrucciones II Página 242  int op;  cout << " 1 ‐ Enero" << endl;  cout << " 2 ‐ Febrero" << endl;  cout << " 3 ‐ Marzo" << endl;  cout << " 4 ‐ Abril" << endl;  cout << " 5 ‐ Mayo" << endl;  cout << " 6 ‐ Junio" << endl;  cout << " 7 ‐ Julio" << endl;  cout << " 8 ‐ Agosto" << endl;  cout << " 9 ‐ Septiembre" << endl;  cout << "10 ‐ Octubre" << endl;  cout << "11 ‐ Noviembre" << endl;  cout << "12 ‐ Diciembre" << endl;  cout << "Numero de mes: ";  cin >> op;  tMes mes = tMes(op ‐ 1);  Luis Hernández Yáñez  typedef enum { enero, febrero, marzo, abril, mayo, junio, julio,  agosto, septiembre, octubre, noviembre, diciembre } tMes;  Fundamentos de la programación: Tipos e instrucciones II Página 243  if (mes == enero) {  cout << "enero";  }  if (mes == febrero) {  cout << "febrero";  }  if (mes == marzo) {  cout << "marzo";  }  ...  if (mes == diciembre) {  cout << "diciembre";  }  También podemos utilizar una instrucción switch  Luis Hernández Yáñez  Conjunto de valores ordenado (posición en la enumeración)  typedef enum { lunes, martes, miercoles, jueves,  viernes, sabado, domingo } tDiaSemana;  tDiaSemana dia;  ...  if (dia == jueves)...  bool noLaborable = (dia >= sabado);  No admiten operadores de incremento y decremento  Emulación con moldes:  int i = int(dia); // ¡dia no ha de valer domingo!  i++;  dia = tDiaSemana(i);  Fundamentos de la programación: Tipos e instrucciones II Página 244  lunes < martes < miercoles < jueves  < viernes < sabado < domingo  Luis Hernández Yáñez  #include <iostream>  using namespace std;  typedef enum { enero, febrero, marzo, abril, mayo,  junio, julio, agosto, septiembre, octubre,  noviembre, diciembre } tMes;  typedef enum { lunes, martes, miercoles, jueves,  viernes, sabado, domingo } tDiaSemana;  string cadMes(tMes mes);  string cadDia(tDiaSemana dia);  int main() {  tDiaSemana hoy = lunes;  int dia = 21;  tMes mes = octubre;  int anio = 2013;  ...  Fundamentos de la programación: Tipos e instrucciones II Página 245  Si los tipos se usan en varias funciones,  los declaramos antes de los prototipos  Luis Hernández Yáñez  // Mostramos la fecha  cout << "Hoy es: " << cadDia(hoy) << " " << dia  << " de " << cadMes(mes) << " de " << anio  << endl;  cout << "Pasada la medianoche..." << endl;  dia++;  int i = int(hoy);  i++;  hoy = tDiaSemana(i);  // Mostramos la fecha  cout << "Hoy es: " << cadDia(hoy) << " " << dia  << " de " << cadMes(mes) << " de " << anio  << endl;  return 0;  }  Fundamentos de la programación: Tipos e instrucciones II Página 246  Luis Hernández Yáñez  string cadMes(tMes mes) {  string cad;  if (mes == enero) {  cad = "enero";  }  if (mes == febrero) {  cad = "febrero";  }  ...  if (mes == diciembre) {  cad = "diciembre";  }  return cad;  }  string cadDia(tDiaSemana dia);  string cad;  if (dia == lunes) {  cad = "lunes";  }  if (dia == martes) {  cad = "martes";  }  ...  if (dia == domingo) {  cad = "domingo";  }  return cad;  }  Fundamentos de la programación: Tipos e instrucciones II Página 247  fechas.cpp  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones II Página 248  Luis Hernández Yáñez  Datos del programa: en la memoria principal (volátil)  Medios (dispositivos) de almacenamiento permanente:  — Discos magnéticos fijos (internos) o portátiles (externos)  — Cintas magnéticas  — Discos ópticos (CD, DVD, BlueRay)  — Memorias USB  …  Mantienen la información en archivos  Secuencias de datos  Fundamentos de la programación: Tipos e instrucciones II Página 249  Luis Hernández Yáñez  Archivo de texto: secuencia de caracteres  Archivo binario: contiene una secuencia de códigos binarios  Los archivos se manejan en los programas por medio de *flujos*  Archivos de texto: *flujos de texto*  Similar a la E/S por consola  (Más adelante veremos el uso de archivos binarios)  Fundamentos de la programación: Tipos e instrucciones II Página 250  **A0 25 2F 04 D6 FF 00 27 6C CA 49 07 5F A4 …**  **T o t a l : 1 2 3 . 4**  **A …**  (Códigos representados en notación hexadecimal)  Luis Hernández Yáñez  Textos dispuestos en sucesivas líneas  Carácter de fin de línea entre línea y línea (Intro)  Posiblemente varios datos en cada línea  Ejemplo: Compras de los clientes  En cada línea, NIF del cliente, unidades compradas, precio  unitario y descripción de producto, separados por espacio  12345678F 2 123.95 Reproductor de DVD↲  00112233A 1 218.4 Disco portátil↲  32143567J 3 32 Memoria USB 16Gb↲  76329845H 1 134.5 Modem ADSL↲  ...  Normalmente terminan con un dato especial (*centinela*)  Por ejemplo, un NIF que sea X  Fundamentos de la programación: Tipos e instrucciones II Página 251  Luis Hernández Yáñez   Lectura del archivo: flujo de entrada   Escritura en el archivo: flujo de salida  No podemos leer y escribir en un mismo flujo  Un flujo de texto se puede utilizar para lectura o para escritura:  — Flujos (archivos) de entrada: variables de tipo ifstream  — Flujos (archivos) de salida : variables de tipo ofstream  Biblioteca fstream (sin espacio de nombres)  Fundamentos de la programación: Tipos e instrucciones II Página 252  #include <fstream>  Luis Hernández Yáñez  Fundamentos de la programación: Tipos e instrucciones II Página 253  Luis Hernández Yáñez  *Flujos de texto de entrada*  Para leer de un archivo de texto:  Declara una variable de tipo ifstream  Asocia la variable con el archivo de texto (*apertura del archivo*)  Realiza las operaciones de lectura  Desliga la variable del archivo de texto (*cierre el archivo*)  Fundamentos de la programación: Tipos e instrucciones II Página 254  **1**  **2**  **3**  **4**  ifstream  Luis Hernández Yáñez  *Apertura del archivo*  Conecta la variable con el archivo de texto del dispositivo  *flujo*.open(*cadena\_literal*);  ifstream archivo;  archivo.open("abc.txt");  if (archivo.is\_open()) ...  *Cierre del archivo*  Desconecta la variable del archivo de texto del dispositivo  *flujo*.close();  archivo.close();  Fundamentos de la programación: Tipos e instrucciones II Página 255  *¡El archivo debe existir!*  is\_open():  true si el archivo  se ha podido abrir  false en caso contrario  Luis Hernández Yáñez  *Operaciones de lectura*   Extractor (>>) archivo >> variable;  Salta primero los espacios en blanco (espacio, tab, Intro, ...)  Datos numéricos: lee hasta el primer carácter no válido  Cadenas (string): lee hasta el siguiente espacio en blanco   archivo.get(*c*)  Lee el siguiente carácter en la variable c, sea el que sea   getline(*archivo*, *cadena*)  Lee en la *cadena* todos los caracteres que queden en la línea  Incluidos los espacios en blanco  Hasta el siguiente salto de línea (descartándolo)  Con los archivos no tiene efecto la función sync()  Fundamentos de la programación: Tipos e instrucciones II Página 256  Luis Hernández Yáñez  *¿Qué debo leer?*   Un número  Usa el extractor archivo >> num;   Un carácter (sea el que sea)  Usa la función get() archivo.get(c);   Una cadena sin espacios  Usa el extractor archivo >> cad;   Una cadena posiblemente con espacios  Usa la función getline() getline(archivo, cad);  Fundamentos de la programación: Tipos e instrucciones II Página 257  Luis Hernández Yáñez  *¿Dónde queda pendiente la entrada?*   Número leído con el extractor  En el primer carácter no válido (inc. espacios en blanco)   Carácter leído con get()  En el siguiente carácter (inc. espacios en blanco)   Una cadena leída con el extractor  En el siguiente espacio en blanco   Una cadena leída con la función getline()  **1**  **2**  **3**  **4**  *¡Atención!*  Si el archivo ya existe, se borra todo lo que hubiera  *¡Atención!*  Si no se cierra el archivo se puede peOOr información  **1**  **!**  **a**  **l**  **o**  **H**  **X**  Mediogg  4 ‐ Ver cliente  0 ‐ Salir  Opción: 3  1 ‐ Nuevo cliente  2 ‐ Editar cliente  3 ‐ Baja cliente  4 ‐ Ver cliente  0 ‐ Salir  Opción: 5  ¡Opción no válida!  1 ‐ Nuevo cliente  nota2.cpp  1 x 1 = 1  1 x 2 = 2  1 x 3 = 3  1 x 4 = 4  ...  1 x 10 = 10  2 x 1 = 2  2 x 2 = 4  ...  10 x 7 = 70  10 x 8 = 80  10 x 9 = 90  10 x 10 = 100  *elemento*  Obtener siguiente  longitud.cpp  cont.cpp  Finalización  ¿Encontrado  o  i<Dias  )  \* / %O  < <= > >  == !=  &&  |  ?:  = += ‐= \*= /= %  ? : *Exp2*  primos2.cpp  Aumentan el nivel de abstracción del programa  Facilitan la prueba, la depuración y  conversiones.c  12.40 10.96 843 11.65 13.70 1.41 14.07 |